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Abstract. In this paper, we propose a dimensionality reduction approach based on PCA-NSGAII to address the Web services modularization problem. Our approach aims at finding the best reduced set of objectives (e.g. quality metrics) that can generate near optimal modularization solutions to fix quality issues in Web services interface. The algorithm starts with a large number of Web service quality metrics as objectives that are reduced based on the correlation between them. This correlation is identified during the execution of the multi-objective algorithm by mining the execution traces of the generated solutions and their evaluations. We evaluated our approach on a set of 22 real world Web services, provided by Amazon and Yahoo. Statistical analysis of our experiments shows that our dimensionality reduction Web services interface modularization approach performed significantly better than the state-of-the-art modularization techniques in terms of generating well-designed Web services interface for users.

1 Introduction

The evolution of Web services may have a negative impact on the design quality of the interface by concatenating many non-cohesive operations that are semantically unrelated, and thus make it unnecessarily complex for users to find relevant operations to be used in their services-based systems. An example of well-known interface design defect is the God object Web service (GOWS) [6,21,24,19,12,5,14,13,15,18,17] which implements many operations related to different business and technical abstractions in a single service interface leading to low cohesion of its operations and high unavailability to end users because it is over-loaded. Indeed, the choice of how operations should be exposed through a service interface can have an impact on the performance, popularity and reusability of the service and it is not a trivial task [16,10,11]. On one hand, Web services interface exposing a high number of operations allow their clients to invoke their interfaces many times which significantly deteriorate the service performance. On the other hand, aggregating several operations of an interface into one large operation will reduce the reusability of the service.

In this work, we start from the hypothesis that there may be correlations among any two or more objectives (e.g. quality metrics) that are used to evaluate Web service modularization solutions. Our approach, based on the PCA-NSGA-II methodology [3,23], aims at finding the best and reduced set of objective that
represents the quality metrics of interest to the domain expert. A regular multi-objective NSGA-II algorithm \cite{19,2} with an initial set of exhaustive metrics is executed for a number of iterations then a PCA component analyzes the correlation between the different objectives using the execution traces. The number of objectives maybe reduced during the next iterations based on the PCA results. The process is repeated several times until a maximum number of iterations is reached to generate a set of non-dominated Web services modularization solutions.

We evaluated our approach on a set of 22 real-world Web services, provided by Amazon and Yahoo. Statistical analysis of our experiments shows that our dimensionality reduction reduced significantly the number of objectives on several case studies to a minimum of 4 objectives. It also generates a smaller number of non-dominated solutions and lower execution time comparing to the use of a regular multi-objective algorithm based on NSGA-II \cite{4}. The obtained results provide also evidence to support the claim that our proposal is more efficient, on average, than existing Web services modularization techniques, not based on heuristic search \cite{1,22}. The paper also evaluates the relevance and usefulness of the suggested interface design improvements for web services user.

2 A Dimensionality Reduction Approach for Web Services Remodularization

The general structure of the proposed approach is described in Figure 2. The approach takes as inputs a set of quality metrics, several Web services refactoring types, and a Web service to refactor. The first component consists of a regular execution of NSGA-II during a number of iterations. During this phase, NSGA-II \cite{4} will try to find the non-dominated solutions balancing the initial set containing all the objectives such as improving the quality metrics of the service (Table 1) and minimizing the number of refactorings in the proposed solutions.

After a number of iterations, the second component of the algorithm is executed to analyze the execution traces of the first component (solutions and their evaluations), using PCA \cite{8}, to check the correlation between the different objectives. When a correlation between two or more objectives is detected, only one of them is selected for future iterations of the first component. Then, the first component is executed again with the new objective set.

The whole process of these two components continue until a maximum number of iterations is reached. A set of non-dominated refactoring solutions are proposed to the users with the reduced objectives set to select the best Web service refactoring sequence based on his or her preferences.

3 Experiments

3.1 Research Questions

We designed our experiments to address the following research questions:
RQ1.: To what extent can the proposed dimensionality reduction approach recommends useful Web service refactorings?

RQ2.: To what extent does the proposed dimensionality reduction approach reduce the number of objectives while recommending useful refactorings?

RQ3.: How does the proposed dimensionality reduction approach perform compared to other existing Web services modularization techniques not based on computational search [122]?

To answer RQ1., we considered both automatic and manual validations to evaluate the usefulness of the proposed Web service refactorings. For the automatic validation we compared the proposed Web service refactorings with the expected ones. The expected refactorings are suggested by users (e.g. subjects of our study) to fix existing Web service design defects as detailed later.

\[
RE_{recall} = \frac{|suggested\ Web\ service\ refactorings \cap expected\ Web\ service\ refactorings|}{|expected\ Web\ service\ refactorings|} \in [0, 1] (1)
\]

\[
RE_{precision} = \frac{|suggested\ Web\ service\ refactorings \cap expected\ Web\ service\ refactorings|}{|suggested\ refactorings|} \in [0, 1] (2)
\]

For the manual validation, we asked groups of potential users of our tool to manually evaluate whether the suggested refactorings are feasible and efficient at improving the services quality and achieving their maintainability objectives. We define the metric Manual Correctness (MC) that corresponds to the number of meaningful refactorings divided by the total number of suggested refactorings. MC is given by the following equation:

\[
MC_{manual\ correctness} = \frac{|relevant\ Web\ service\ refactorings|}{|suggested\ Web\ service\ refactorings|} \in [0, 1] (3)
\]

We have also evaluated the ability of our approach to fix design defects, detailed in Section 2, using the measure NF that corresponds to the number of fixed defects divided by the total number of defects. The defects are detected using a set of rules defined in our previous work [20].
To answer **RQ2**, we compared the number of objectives (\(NOB\)), precision, recall and manual correctness of our approach to a regular multi-objective algorithm (NSGAII) using the same fitness functions adaptation.

To answer **RQ3**, we compared our results with a recent state-of-the-art approaches by \[1,22\]. Athanasopoulos et al. proposed a Web service refactoring approach based on a greedy algorithm to refactor and split Web service interfaces based on different cohesion measures. Ouni et al. proposed a graph decomposition approach for Web services remodularization using coupling and cohesion metrics.

### 3.2 Experimental Setup

To answer all the above research questions, we conducted our experiment on a benchmark of 22 real-world services provided by Amazon\[1\] and Yahoo\[2\]. We selected services with interfaces exposing at least 10 operations. We chose these Web services because their WSDL interfaces are publicly available, and they were previously studied in the literature \[1\] \[7\]. Table 1 presents our used benchmark.

Our evaluation involved 14 independent volunteer participants including 6 industrial developers and 8 graduate students. In particular, 3 senior developers from *Browser Kings*, 3 developers from *Accunet Web Services*, 3 MSc and 5 PhD candidates in Software Engineering. We first gathered information about the participant’s background. All participants are familiar with service-oriented development and SOAP Web services with an experience ranging from 4 to 9 years. The participants were unaware of the techniques to be evaluated neither the particular research questions, in order to guarantee that there will be no bias in their judgment.

### 3.3 Results

---

**Fig. 2:** Median manual correctness value over 30 runs on all the Web services using the different techniques with a 95% confidence level (\(\alpha < 5\%\)).

---

3. [http://www.browserkings.com](http://www.browserkings.com)
4. [http://www.accunet.us](http://www.accunet.us)
Table 1: Amazon and Yahoo benchmark overview.

<table>
<thead>
<tr>
<th>Service interface</th>
<th>Provider</th>
</tr>
</thead>
<tbody>
<tr>
<td>AutoScalingPortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>MechanicalTurkRequesterPortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonFPSPorttype</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonRDSv2PortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonVPCPortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonFWSInboundPortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonS3</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonSNSPortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>ElasticLoadBalancingPortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>MessageQueue</td>
<td>Amazon</td>
</tr>
<tr>
<td>AmazonEC2PortType</td>
<td>Amazon</td>
</tr>
<tr>
<td>KeywordService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>AdGroupService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>UserManagementService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>TargetingService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>AccountService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>AdService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>CampaignService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>BasicReportService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>TargetingConverterService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>ExcludedWordsService</td>
<td>Yahoo</td>
</tr>
<tr>
<td>GeographicalDictionaryService</td>
<td>Yahoo</td>
</tr>
</tbody>
</table>

Fig. 3: Median precision value over 30 runs on all the Web services using the different techniques with a 95% confidence level ($\alpha < 5\%$).

Fig. 4: Median recall value over 30 runs on all the Web services using the different techniques with a 95% confidence level ($\alpha < 5\%$).
We reported the results of our empirical qualitative evaluation in Figure 4 (MC). As reported in Figure 4, most of the Web services modularization solutions recommended by our approach were correct and approved by developers. On average, for the different Web services, 78% of the created port types and applied changes to the initial design are considered as correct, improve the quality, and are found to be useful by the software developers of our experiments. The highest MC score is 84% and was achieved for the Web service GeographicalDictionary, while the lowest score was 67% for AmazonVPCPortType. Thus, this finding indicates that the results are independent of the size of the Web services and the number of recommended changes to the initial design.

Since the manual correctness MC metric just evaluates the correctness and not the relevance of the recommended solutions, we also compared the proposed modularization changes with some expected ones defined manually by the different groups for the different Web services. Figures 5 and 6 summarize our findings. We found that a considerable number of proposed port types, with an average of more than 76% in terms of precision and recall, were already created by the users manually (expected port types). The recall scores are higher than precision ones since we found that the port types suggested manually by developers could be further decomposed, if necessary. This was confirmed by the qualitative evaluation (MC). In addition, we found that the slight deviation with
the expected design is not related to incorrect changes but to the fact that the developers have different scenarios/contexts in using the different operations.

We evaluated also the ability of our approach to fix several types of design defects and to improve the service interface design quality as described in Figure 7 that depicts the percentage of fixed defects (NF). It is higher than 77% on all the 22 Web services, which is an acceptable score since developers may reject or modify some design changes that fix some defects because they do not consider some of them as very important (their goal is not to fix all design defects in the Web service interface) or because they wanted to focus on improving the cohesion and minimize coupling. Some Web service interfaces, such as Amazon-FWSInboundPortType, have a higher percentage of fixed code smells with an average of more than 83%.

To summarize and answer RQ1, the experimentation results confirm that our approach helps the participants to restructure their Web service interface design efficiently by finding the relevant portTypes and improve the quality of all the 22 Web services.

Results for RQ2. Figure 8 shows that our approach significantly reduced the number of objectives when executed on all the systems. The number of objectives were reduced to only four in several services. The reduced objectives may show the importance of coupling and cohesion when identifying refactoring recommendations since they were identified in all the 22 services after the reduction of objectives. The number of changes was also selected for all the services after the reduction step. Combined with the results of RQ1, it is clear that the proposed NSGAII-PCA formulation successfully reduced the number of objectives while generating useful Web services refactoring recommendations.

Results for RQ3. Figures 4, 5, 6 and 7 confirm the average superior performance of our approach compared to the two existing fully automated Web service modularization techniques [1,22] and also the multi-objective approach combining all the metrics together without the use of the PCA component. Figure 4 shows that our approach provides significantly higher manual correctness results (MC) than all other approaches having MC scores respectively between 48% and 64%, on average as MC scores on the different Web services. The same observation is valid for the precision and recall as described in Figures 5 and 6. The outperformance of our technique in terms of percentage of fixed defects, as described in Figure 7, can be explained by the fact that the main goal of existing studies is not to mainly fix these defects. Existing work are mainly limited to the coupling and cohesion metrics which may not be sufficient to guide the modularization of Web services. In conclusion, our approach provides better results, on average, than all existing fully-automated Web services modularization techniques (answer to RQ3).

4 Conclusion

In this paper, we proposed a dimensionality reduction approach for multi-objective Web services remodularization that adjusts the number of considered objec-
tives during the search for near optimal solutions. The execution traces of the multi-objective algorithm are analyzed using a PCA component to find potential correlation between the objectives (e.g. quality metrics). To evaluate the effectiveness of our tool, we conducted a human study on a set of users who evaluated the tool and compared it with the state-of-the-art Web services modularization techniques. Our evaluation results provide strong evidence that our technique successfully reduced the initial set of large number of objectives/quality metrics. The results also show that our approach outperforms several of existing Web services modularization techniques, not based on heuristic search [12].
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