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Abstract 

 

Wireless channel prediction has been the subject of significant research interest in recent 

years; however, it remains an open topic. Both conventional mathematical and statistical models 

have proven incapable of forecasting time-varying channel variables within coherent time 

windows. This is due to the fact that the mechanisms of these models are designed to fit a range 

of scenarios for specific categories, targeting minimal mean square errors over the entire dataset, 

rather than time-consequent prediction within coherent windows. Thus, these models are not well-

suited for predicting time-consequent patterns within coherent windows. Conversely, artificial 

neural network (ANN) based approaches have been proposed and investigated for wireless channel 

prediction. In principle, ANN can learn and identify patterns that are hidden in data. However, 

extracting and predicting wireless channel variables using ANN presents significant challenges for 

researchers. Additionally, the commonly utilized long-short term memory (LSTM) approach has 

not yielded satisfactory results due to the presence of interferences, outliers, and noise that cannot 

be avoided. The impact of noise on the performance of machine learning models in predicting 

future values in time series data can be substantial. In the context of long-term predictions, noise 

can be particularly problematic as small errors in the prediction can accumulate over time, leading 

to significant deviations between predicted and actual values. Noise is characterized by random 

variations or errors in the data that can obscure the patterns that machine learning models are 

designed to recognize and learn. Additionally, the noise can lead to overfitting of the model, 

whereby it fits not only the underlying patterns in the data but also the noise. This can result in 



 x 

poor generalization performance, where the model performs well on the training data but poorly 

on new, unseen data. In response to these concerns, two novel machine learning models have been 

designed. One model targets long-term time series predictions, while the other is designed for time 

series pattern detections. For the prediction model, we reconfigure the conventional LSTM cell by 

introducing new Infinite impulse response (IIR) gates into the LSTM cells, which are specifically 

designed to remove noise and interferences. These gates are self-adaptive through backpropagation 

during the training phase to optimize the model. To validate the proposed IIR-LSTM prediction 

model, experimental Global Position Systems (GPS) distance error datasets were utilized to assess 

the effectiveness of the model. In addition, the proposed model was evaluated alongside several 

commonly used time series forecast models, and the results demonstrate its ability to perform well 

on diverse datasets, with the best performance of long-term predictions achieved. For the pattern 

detection model, we proposed a novel model that utilizes the position information of the softmax 

layer to estimate the confidence of prediction and determine the patterns, if there were. To increase 

detection tolerance to noise, the positions of the most likely class and its adjacent classes were 

utilized. A dedicated standard deviation layer was introduced to calculate the position variance of 

the softmax outputs while assigning a set of weights to them to optimize the model prediction 

performance under various noise conditions. The model was tested by using both a simulated 

dataset and real wireless sensor data. The results demonstrate that the presented method achieves 

a higher detection accuracy, particularly under high noise conditions, when compared to the one-

dimensional Convolutional Neural Network (1D-CNN) Auto-encoder. 
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Chapter 1 Introduction 

 

Wireless communications have become an indispensable part of modern life, with a 

growing number of devices and applications relying on this technology to transmit information 

over long distances. As wireless networks continue to expand and evolve, it is becoming 

increasingly important to develop accurate and reliable time series prediction models that can 

forecast future patterns of network traffic, signal strength, and other critical metrics. 

The importance of time series prediction in wireless communications lies in its ability to 

provide operators with valuable insights into how their networks are performing and how they can 

optimize them to meet the demands of an increasingly connected world. By forecasting trends and 

identifying patterns in network activity, operators can take proactive steps to improve the 

reliability, speed, and efficiency of their networks, while also reducing downtime and minimizing 

the risk of service disruptions. 

However, time series prediction in wireless communications is not without its challenges. 

One of the primary challenges is dealing with the complex and dynamic nature of wireless 

networks, which are subject to a wide range of external factors, such as environmental interference, 

network congestion, and user behavior. These factors can make it difficult to accurately model 

network behavior and predict future trends. Another challenge is the need to process large volumes 

of data in real-time. Wireless networks generate vast amounts of data, which must be collected, 

processed, and analyzed in real-time to provide accurate predictions. This requires sophisticated 
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data processing and analysis tools, as well as powerful computing resources capable of handling 

the high volumes of data generated by wireless networks. 

There are two types of models for wireless channels, mathematical and statistical, but 

mathematical models are often too oversimplified to fit real-world situations. Many forecasting 

models targeting time series, such as Autoregressive Moving Average (ARMA) and ARIMA, are 

statistical models that aim to minimize the average mean square errors. However, these models are 

not susceptible to noise, interference, and corrupted data, which are critical issues in wireless 

communications. 

In recent years, Artificial Neural Networks (ANN) have been applied and heavily studied 

in response to the critical need for accurate wireless channel predictions. Recurrent Neural 

Network (RNN), in particular, is capable of learning and modeling time-varying data series while 

ignoring outliers and interference contained in the training datasets. Preliminary results show that 

such models can generalize and predict for unseen data, providing a new and effective approach 

to predict time-varying data sequences. Long Short-Term Memory (LSTM) is an extension of 

RNN that has emerged as a powerful model for long-term sequential data forecasting. LSTM 

replaces traditional artificial neurons with memory cells, each consisting of an input gate, a forget 

gate, and an output gate. The gates offer RNN the capacity to learn long-term dependencies. By 

doing so, RNN remembers only valuable information for long periods of time, hence providing 

high prediction capacity. 

1.1 Time Series in Wireless Communications 

Time series data refers to a type of data that consists of a sequence of observations recorded 

over time. This type of data is commonly used in a variety of applications such as finance, 

economics, and weather forecasting. In wireless communications, time series data is used to 
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represent various network metrics such as signal strength, network traffic, and packet loss. The 

analysis of time series data in wireless communications can provide valuable insights into the 

performance and behavior of wireless networks. 

One of the key differences between time series data in wireless communications and 

normal time series data is the underlying process that generates the data. In normal time series data, 

observations are typically generated by a stationary process, meaning that the statistical properties 

of the data remain constant over time. In contrast, the observations in time series data in wireless 

communications are generated by a non-stationary process, resulting in statistical properties that 

change over time. The non-stationarity of time series data in wireless communications can be 

attributed to several factors such as changes in network topology, user behavior, and environmental 

interference. These factors can lead to significant fluctuations in network metrics, making it 

challenging to accurately model and predict the behavior of wireless networks. Another key 

difference between time series data in wireless communications and normal time series data is the 

high dimensionality of the former. Wireless networks generate vast amounts of data, which can 

include multiple metrics collected at different locations and time intervals. This high 

dimensionality can make it challenging to analyze and visualize time series data in wireless 

communications. Moreover, time series data in wireless communication is highly noise-polluted 

due to the complex and dynamic nature of wireless networks. Wireless networks are subject to 

various external factors such as environmental interference, network congestion, and user behavior, 

among others. These factors can lead to significant fluctuations in network metrics, making it 

challenging to accurately model and predict the behavior of wireless networks. 

Despite these challenges, the analysis of time series data in wireless communications can 

provide valuable insights into the performance and behavior of wireless networks. Time series 
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analysis in wireless communications can be used to identify trends, patterns, and anomalies in 

network activity. Furthermore, it can be used to predict future network behavior, allowing network 

operators to optimize network resources and improve network performance. Several techniques 

have been developed for the analysis of time series data in wireless communications, including 

time domain analysis, frequency domain analysis, and wavelet analysis, among others. Time 

domain analysis involves analyzing the statistical properties of the time series data, such as mean, 

variance, and autocorrelation, to identify trends and patterns. Frequency domain analysis involves 

transforming the time series data into the frequency domain using techniques such as Fourier 

transforms, to identify periodicities and other frequency-dependent patterns in the data. Wavelet 

analysis involves analyzing the time series data at different scales, using a wavelet transform, to 

identify patterns and trends at different frequencies and time intervals. 

1.2 Noise in Wireless Communications 

One of the key characteristics of time series in wireless communications is the presence of 

noise, which is sometimes regarded as inevitable. Noise can significantly impact the accuracy of 

the data analysis and prediction. Wireless signals can be corrupted by noise that can arise from 

various sources. Some of the common factors that cause noise in wireless data are listed as follow: 

1. Environmental Factors: Wireless signals can be affected by environmental factors such 

as temperature, humidity, and atmospheric pressure. These factors can cause signal 

attenuation, interference, and scattering, leading to noise in the data. 

2. Hardware Imperfections: Imperfect hardware components such as amplifiers, filters, 

and oscillators can introduce noise in the signal. These components can be 

manufactured with a certain level of imperfection, making it impossible to completely 

eliminate noise from the signal. 
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3. Interference: Interference from other wireless devices, electrical equipment, or natural 

phenomena such as lightning can cause noise in the wireless signal. Interference noise 

can interfere with the signal of interest, leading to errors in the data analysis. 

4. Multipath Fading: Multipath fading occurs when the wireless signal reflects off objects 

in the environment, leading to multiple paths for the signal to reach the receiver. This 

can cause variations in the signal amplitude and phase, leading to errors in the data 

analysis. 

5. Attenuation: Attenuation is the reduction in signal strength as it travels through the air. 

Attenuation can be caused by factors such as distance, obstacles, and the frequency of 

the signal. Attenuation can cause the signal to become weaker, leading to noise in the 

data. 

6. Thermal Noise: Thermal noise is the random noise generated by the thermal agitation 

of electrons in the conductors and components of the wireless system. Thermal noise 

can lead to variations in the signal amplitude and phase, leading to errors in the data 

analysis. 

7. Quantization Noise: Quantization noise occurs when the analog signal is converted 

into a digital signal. This can cause rounding errors, leading to noise in the data. 

8. Shot Noise: Shot noise is the random noise generated by the statistical fluctuations in 

the flow of electrons in the conductors and components of the wireless system. Shot 

noise can lead to variations in the signal amplitude and phase, leading to errors in the 

data analysis. 
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1.3 Problem Definition 

Accurate forecasting with these models demands accurate and reliable data sources, which 

becomes a major challenge for wireless time series forecasting. Wireless channel variables are 

inherently unstable and are corrupted by noise, interference, and fading. Noise refers to random 

variations or disturbances in the time series data that do not correspond to any underlying pattern 

or trend. These variations can be caused by a variety of factors which have been listed above. 

Noise is a sequence of uncorrelated random data with specific means and variances, and it is not 

possible to predict noise by any statistical or machine learning forecasting methods. One of the 

main problems with noise is that it can obscure the underlying patterns in the data, making it 

difficult to accurately model and predict future trends. For example, if the time series data contains 

significant levels of noise, it may be difficult to identify any meaningful patterns or trends, as the 

noise can overwhelm any signal that may be present. In addition, noise can also lead to overfitting 

in prediction models. Overfitting occurs when a model is too complex and captures the noise in 

the data, rather than the underlying patterns. This can result in a model that performs well on the 

training data but fails to generalize well to new, unseen data. Overfitting is particularly problematic 

in time series analysis, as the noise in the data can be mistaken for meaningful patterns or trends, 

leading to inaccurate predictions. Another challenge posed by noise is that it can make it difficult 

to estimate the parameters of prediction models accurately. In many cases, prediction models rely 

on estimating the parameters of the underlying statistical distribution of the data, such as the mean 

and variance. However, if the data contains significant levels of noise, these estimates may be 

inaccurate, leading to poor model performance.  

Noisy data is also a significant challenge in machine learning models as it can adversely 

affect the accuracy and reliability of the predictions made by these models. Overfitting and 
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underfitting are two major issues that arises when machine learning models are trained on noisy 

data. For machine learning approaches, high frequency noise and interference caused overfitting 

occurs when a function is fit too closely to training datasets. In the case of overfitting, the machine 

learning algorithm tries to learn and predict noise patterns, but fails to capture the more valuable 

patterns. Underfitting occurs when a machine learning model is too simple and fails to capture the 

underlying patterns in the data. This can result in a model that is too general and does not make 

accurate predictions. In addition, noisy data can also affect the quality of the features used in the 

machine learning model. Features are the variables used to train the model, and noisy data can lead 

to inaccurate or irrelevant features being selected, which can lead to poor model performance. 

Therefore, it is crucial to understand the types and effects of noise in wireless signal data and use 

appropriate methods to reduce its impact. The common solution is to filter noise within the dataset 

before training, but the characteristics of the filter are often pre-known and stationary, and they 

have a clearly distinguished spectrum. However, such assumptions are not applicable for wireless 

channels, which are influenced by the change of environmental characteristics. 

It is worth noting that other time series may also contain high-frequency elements and 

demonstrate seasonal or periodic changes, such as seasonal temperature. However, the high-

frequency elements with evident patterns are different from Gaussian noise, and thus unlikely to 

cause overfitting. In summary, wireless channel prediction is challenging due to the presence of 

noise and interference, and machine learning approaches, such as LSTM, offer promising solutions 

but require accurate and reliable data sources. 
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1.4 Contributions 

1.4.1 Contributions on Time Series Prediction Model 

This part of the study makes a significant contribution by firstly identifying the factors that 

cause the failure of artificial neural network (ANN) based time series predictions. Through the 

analysis of GPS distance errors datasets, the study identified that noise causing overfitting is the 

main concern. In response, the study designed and built a novel LSTM prediction model that 

introduces a set of forget gates, input gates, and output gates, all with IIR filters. While standard 

LSTM gates decide how much information will be passed to the next step, the IIR gates learn what 

frequency contained in the data should be passed, making them effective at eliminating high 

frequency noise. The standard models examined in the study fail to perform long-term predictions 

and simply duplicate input data, acting as followers. In contrast, the proposed model was 

demonstrated to be capable of long-term prediction by minimizing the prediction delay, resulting 

in the lowest root mean square error (RMSE). 

Instead of utilizing filters as separated data preprocess, the proposed model integrates IIR 

gates into each cell, making the best utilization of IIR filter and LSTM, interactively. Compared 

to the approach of simply combining an IIR filter with LSTM, the proposed model produces more 

accurate long-term predictions on average, without requiring prior knowledge of the statistical 

properties of the input data. Furthermore, the IIR-LSTM cell keeps the same input and output 

interfaces as a conventional LSTM cell, and can be easily integrated into existing neural network 

architectures. 

In summary, this study contributes by not only identifying the factors that cause the failure 

of ANN based time series predictions, but also proposing a novel IIR-LSTM prediction model that 
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can effectively address the issue of noise-induced overfitting and improve long-term prediction 

accuracy. 

1.4.2 Contributions on Time Series Pattern Detection Model 

This part of the study proposes a new 1D-CNN (one-dimensional convolutional neural 

network) based anomaly detection model that targets the detection of anomalies in wireless time 

series data. The proposed model utilizes the positional information of the Softmax output to 

estimate the confidence of the neural network. Additionally, an error margin window is adopted 

to create a data buffer and thus increase the noise tolerance capability of the model. A standard 

deviation layer is also created to provide customized weights on the Softmax output, optimizing 

the model performance under different environments. 

The effectiveness of the proposed model was evaluated using both simulation and 

experimental datasets. The results demonstrate that the proposed model outperforms the 1D-CNN 

auto-encoder in terms of anomaly detection accuracy. The proposed model is able to effectively 

estimate the confidence of the neural network and accurately detect anomalies in wireless time 

series data, even under high noise conditions. 

In summary, the proposed 1D-CNN based anomaly detection model provides a novel 

approach for detecting anomalies in wireless time series data. By utilizing the positional 

information of the softmax output and incorporating an error margin window and standard 

deviation layer, the proposed model is able to effectively detect anomalies even in the presence of 

high noise levels, thus improving the reliability and accuracy of anomaly detection in wireless 

communications systems. 
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Chapter 2 A GPS Distance Error Forecast Model Based on IIR Filter De-noising and 

LSTM 

 

2.1 Long Short-Term Memory 

LSTM is a type of RNN that is designed to handle long-term dependencies and overcome 

the vanishing gradient problem that affects traditional RNNs. In traditional RNNs, the gradients 

of the loss function with respect to the network parameters tend to vanish or explode as they 

propagate through time, which can make it difficult for the network to learn long-term 

dependencies. LSTM addresses this issue by using memory cells and gating mechanisms that 

control the flow of information through the network. A memory cell is a unit that stores 

information over time, and it is connected to input and output gates that regulate the flow of 

information into and out of the cell. The gates are modeled as sigmoid functions that determine 

how much of the input and output information should be passed through to the next time step. 

In detail, each LSTM unit consists of three gates: the input gate, the forget gate, and the 

output gate. The input gate controls the amount of new input data that will be added to the cell 

state, while the forget gate controls the amount of previous data that will be removed from the cell 

state. The output gate controls how much of the current cell state will be output to the next time 

step. These gates enable LSTM to selectively remember or forget information over long periods 

of time, which makes it suitable for time-series data with long-term dependencies. 

 The weights and biases of an LSTM network are learned using backpropagation through 

time (BPTT) algorithm. During training, the network is presented with a sequence of input vectors 
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and the corresponding target output vectors. The network outputs a sequence of predicted output 

vectors, which are compared to the target output vectors using a loss function. The gradients of the 

loss function with respect to the network parameters are computed using BPTT, and the weights 

and biases are updated using an optimization algorithm such as stochastic gradient descent (SGD). 

 

 

Figure 1. Cell structure of Long Short-term Memory 

 

Figure 1 shows the architecture of Long Short-Term Memory (LSTM) neural network. 

Unlike a simple recurrent neuron, LSTM reuses two vectors, 𝑐𝑡 and ℎ𝑡. The new input data, 𝑥𝑡, is 

added to ht, which acts as short-term memory. Meanwhile, 𝑐𝑡 is multiplied with the new input 

value, allowing it to be stored as long-term memory. The three gates, namely the input gate, forget 

gate, and output gate, regulate how much of the data is retained, forgotten, or outputted. This 

design enables the recognition of important inputs, which are stored in the long-term memory state 

via the output of the input gate. Moreover, logistic regression and element-wise multiplication are 

utilized to determine which elements of the long-term memory should be erased. Finally, the 
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output gate specifies which portion of the new long-term memory is going to be outputted. The 

vanishing gradient problem is a common issue for most neural network architectures like 

multilayer perceptron (MLP), CNN, and simple RNN, but LSTM overcomes this problem by using 

the gated architecture. 

2.2 Related Work 

Much effort has been invested in improving the predictions and many of them combine 

different techniques, achieving improved results in particular fields. In general, those models are 

divided into three categories. The first category is dedicated to adopting multiple stages/models to 

achieve enhanced performance. A typical example is to integrate ARIMA with wavelet models 

into a RNN as an additional data preprocessing component. [13-17] proposes this idea and 

conducts corresponding experiments. The models in this category first considered time series 

composed of components of linear stationary and a nonlinear variables. ARIMA and RNN were 

then adopted to predict them separately. Theoretically, ARIMA works well with linear data 

whereas RNN predicts nonlinear parts better [13]. Wavelet are commonly utilized as a data 

smoothing tool to eliminate noise and make hidden trends more evident [18]. [19] designed a low-

pass filter as its data smoothing tool followed by traditional LSTM training. The dataset came from 

a wireless channel, and it achieved improved results. The second category mainly focuses on the 

combination of a digital filter and neural networks for various proposals. [20] applied a nonlinear 

adaptive filter on RNN to lower its complexity, [21-23] utilized neural network to design and built 

a digital filter. In such situations, a desired amplitude-frequency response is assumed and is pre-

known to the models. The third category uses FIR or IIR as the tool to encoding temporal 

information for MLP network, thus provide a static neural network with dynamic behavior. MLP 

is a feedforward neural network and its result does not depend on the order of inputs. In other 
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words, the sequential information is not an intrinsic capability of MLP [26]. Sequential information 

can be fed into a MLP network through adopting a group of buffered MLP in which tapped delay 

lines (TDL) of the inputs are used [27]. The TDL can be applied at the network inputs only or at 

the input of each neuron as in MLP with FIR filter synapses [27], [32-34]. Such an architecture is 

also called a time-delay neural network (TDNN) [28-29]. Local Feedback Multi-Layered Network 

(LF-MLN) has the similar architectures but with IIR filter synapses, the additional feedbacks can 

provide a long and complex temporal dynamics for the system [35]. The main disadvantage of 

these approaches is that it has fixed and limited buffers to deal with previous inputs [27], [30-31]. 

On the other hand, RNN is an alternative to overcome it. It always feeds back previous output to 

input and is able to remember long time dependencies, but not limited by the size of delay units in 

the buffered MLP. The temporal processing capabilities of RNN make it suitable for time series 

predictions [26], and it can provide better modeling accuracy compared to TDNN [35]. In the 

proposed model, an IIR filter is built into each LSTM neuron with the objective of smoothing the 

inputs. A set of coefficient gates are introduced and applied to the filters to construct them as low-

pass filters. In addition, the prediction model is designed for multivariate inputs, which offer 

enhanced performance in time series prediction than a univariate model. 

Data preprocessing is regarded as a common, or even necessary step for neural network 

(NN) based predictions but is usually done as a separate process [24]. Today, LSTM is often 

regarded as a classical data processing model and little work has been done to improve it, 

especially in time series forecasting. In this paper, IIR filtering is first integrated with a set of gates 

in LSTM cells, instead of cascading them simply. The weights of these cells are merged into both 

forward and backpropagation processes. By the aid of gates, a dynamic adaptive filter is 
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constructed to remove outliers and interference while enlarging the underline trends for prediction. 

Most importantly, the proposed model does not require any pre-knowledge of dataset. 

2.3 FIR and IIR Filter 

A FIR filter is a type of digital filter where the impulse response is finite in length. It works 

by convolving the input signal with a finite sequence of coefficients, known as the filter's impulse 

response. FIR filters are linear and time-invariant, meaning that their response to a given input 

signal is independent of the time at which the input signal is applied. FIR filters are also stable, 

which means that their output does not oscillate or diverge over time. FIR filters are used 

extensively in wireless communication data because they are easy to design and implement, and 

their frequency response can be easily controlled. FIR filters can be used to remove noise from the 

signal, remove unwanted frequencies, and extract useful information from the signal. 

An IIR filter is a type of digital filter where the impulse response is infinite in length. 

Unlike FIR filters, IIR filters use feedback to create a recursive filter structure. The feedback loop 

can cause the filter to have an infinite impulse response, leading to a potentially infinite duration 

response. IIR filters are nonlinear and time-variant, meaning that their response to a given input 

signal can change over time. IIR filters can be unstable, which means that their output can oscillate 

or diverge over time if not properly designed. IIR filters are also used extensively in wireless 

communication data because they can be used to remove noise and extract useful information from 

the signal. IIR filters are often used in applications where the filter design needs to be highly 

efficient, such as audio processing, wireless communication, and image processing. 

In this paper, the IIR filter is chosen because its framework offers more options. When 

applied to a dataset, if optimization algorithm determines that FIR works better for certain cells, 

the training process will adjust the coefficients applied to previous output to close to zero turning 
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an IIR filter into a FIR filter. In another words, the proposed IIR-LSTM includes FIR filtering. 

Simplicity is another consideration. The relatively simple formulas in both forward and 

backpropagation largely decreases the complexity of NN while still fulfilling the purpose as a low-

pass filter. 

2.4 IIR-LSTM 

 

Figure 2. An IIR-LSTM cell structure 
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The proposed model utilizes a conventional LSTM cell as the basic structure, where the 

sigma function (denoted as σ in Fig.2) is applied to a forget gate, an input gate, and an output gate, 

while the tanh function (denoted as tanh) is applied to the active gate. The system is designed with 

multiple hidden layers followed by an output layer. In contrast to appending an IIR filter as a 

preprocessing unit, the IIR filter is constructed into each LSTM cell, forming a new cell called 

IIR-LSTM. The IIR filter is embedded into the LSTM cell, where the one-step delay function is 

represented as  𝑧−1, and the coefficients are denoted as the triangular symbols shown in Fig.2. At 

the output of the IIR filter, there is a stacking process denoted as S, which forms a multivariate 

input for the LSTM. The IIR-LSTM cells are only applied to the first hidden layer. 

The gradient source of the IIR gates is directly coming from the inputs of LSTM gates. In 

the standard LSTM cell, during the backpropagation in the training phase, the gradients of input 

 𝑦𝑡  will be transferred back forward to cells in the layers ahead directly. However, in the proposed 

model, the gradients of the cells in the first hidden layer are further used to tune the weights of the 

IIR unit, which is equivalent to the coefficients of the IIR filter. The IIR gates are implemented to 

introduce non-linearity, and during the training phase, the weights of the IIR gates, or the 

coefficients of the IIR filter, will be adjusted automatically. Throughout the training process, it 

was found that tuning the IIR filters to be low-pass filters is a prerequisite to achieving accurate 

prediction. 

2.5 Forward Propagation 

For each iteration of forward-backward propagation, the first input dataset is built as a 

vector 𝑋𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 1 defined in (2.1). The vector is formed from a segment of continuous data. The 

second input vector 𝑋𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 2 defined in (2.2) is formed by applying the D(.) operator on the 

𝑋𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 1. D(.) is a delay operator implemented by right shifting one element of time series vector. 



17 

 

Variable n is predetermined as the size of the input window. The whole dataset will be segmented 

in this fashion. The technique is called forward chain, a commonly used tool used to prevent 

overfitting in training time series. 

                                                        𝑥𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 1 = [𝑥𝑡,𝑥𝑡+1,… 𝑥𝑡+𝑛]                                             (2.1)                                         

                                                           𝑥𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 2 = [𝑥𝑡+1,𝑥𝑡+2,… 𝑥𝑡+𝑛+1]                                        (2.2) 

                                                        𝑥𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 2 = D(𝑥𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 1)                                              (2.3) 

 

Ordinarily, each element of the input vector is fed into the IIR filter in certain delay, and 

the corresponding output y is looped back to the filter as input for next round. A delay operation 

is thereafter applied to the output to configure an IIR filter. 

 

                                                            𝑦𝑡 = ∑ 𝑏𝑖
𝑁
𝑖=0 • 𝑥𝑡−𝑖 + ∑ 𝑎𝑗

𝑀
𝑗=1 • 𝑦𝑡−𝑗                                   (2.4) 

                                            𝑦𝑡 = ∑ σ(𝑏𝑖)𝑁
𝑖=0 • 𝑥𝑡−𝑖 + ∑ tanh (𝑎𝑗)𝑀

𝑗=1 • 𝑦𝑡−𝑗                             (2.5) 

 

An IIR filter is formulated in (2.4) where i and j are the orders of the feedforward and 

feedback filter, respectively, and bi and aj are their corresponding coefficients. Those coefficients 

are initially set as random values close to 0. Additionally, non-linear activation functions are 

applied, for the same reason at the gates of LSTM, which are noted as IIR gates thereafter. Non-

linear activation functions are able to learn and perform complex tasks. In this work, the selection 

of the sigma function as the activation function for the feedforward coefficients 𝑏𝑖 is based on the 

criterion of providing the shortest training time without compromising the optimized performance. 

The tanh function is further used as the activation function for aj. The new formula of the IIR filter 

is construct in (2.5). The output of the filter system is then formed into a new vector 𝑌𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 
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given by (2.6), which becomes the new input for the LSTM. The new input vector is further fed 

into the forget gate, input gate, active gate and output gate within a LSTM cell. The output of 

forget, input, output and active gates are noted as  𝑓𝑡 , 𝑖𝑡 , 𝑜𝑡 and  𝑎𝑡 ,  which can be calculated 

through (2.7) to (2.10). The current cell state and the output of the cell are further denoted as 𝑐𝑡 

(2.11) and ℎ𝑡 (2.12), respectively. 

 

                            𝑦𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 = [𝑦𝑡,𝑦𝑡+1,… 𝑦𝑡+𝑛]                                                   (2.6) 

                  𝑓𝑡 = σ(𝑓𝑡), 𝑓𝑡 = 𝑊𝑓𝑦𝑡 + 𝑈𝑓ℎ𝑡−1 + 𝑏𝑖𝑎𝑠𝑓                                       (2.7) 

             𝑖𝑡 = σ(𝑖𝑡̂), 𝑖𝑡̂ = 𝑊𝑖𝑦𝑡 + 𝑈𝑖ℎ𝑡−1 +  𝑏𝑖𝑎𝑠𝑖                                       (2.8) 

                   𝑜𝑡 = σ(𝑜̂𝑡), 𝑜̂𝑡 = 𝑊𝑜𝑦𝑡 + 𝑈𝑜ℎ𝑡−1 +  𝑏𝑖𝑎𝑠𝑜                                     (2.9) 

             𝑎𝑡 = tanh(𝑎̂𝑡), 𝑎̂𝑡 = 𝑊𝑎𝑦𝑡 + 𝑈𝑎ℎ𝑡−1 +  𝑏𝑖𝑎𝑠𝑎                               (2.10) 

                            𝑐𝑡 = 𝑓𝑡 ⊙ 𝑐𝑡−1 +  𝑖𝑡 ⊙ 𝑎𝑡                                                (2.11) 

                                    ℎ𝑡 = 𝑜𝑡 ⊙ tanh (𝑐𝑡)                                                   (2.12) 

 

2.6 Backpropagation 

The initial loss is measured by taking the difference between predicted output and ground 

true, after back propagating through the output layer. The initial losses E for the first step of 

backward propagation are measured, then the gradients at each of the gate, δ𝑓, δ𝑖̂, δ𝑜̂ and δ𝑎̂, are 

calculated by the chain rule using (2.13), (2.14), (2.15) and (2.16), respectively. 

 

                            δ𝑓(𝑡) =
∂E

∂f(t)
.

∂f(t)

∂𝑓̂(t)
= δ𝑓(𝑡) ⊙ 𝑓(𝑡) ⊙ (1 − 𝑓(𝑡))                       (2.13) 



19 

 

                               δ𝑖̂(𝑡) =
∂E

∂i(t)
.

∂i(t)

∂𝑖̂(t)
= δ𝑖(𝑡) ⊙ 𝑖̂(𝑡) ⊙ (1 − 𝑖̂(𝑡))                          (2.14) 

        δ𝑜̂(𝑡) =
∂E

∂o(t)
.

∂o(t)

∂𝑜̂(t)
= δ𝑜(𝑡) ⊙ 𝑜̂(𝑡) ⊙ (1 − 𝑜̂(𝑡))                      (2.15) 

        δ𝑎̂(𝑡) =
∂E

∂a(t)
.

∂a(t)

∂𝑎̂(t)
= δ𝑎(𝑡) ⊙ (1 − tanh2 (𝑎̂(𝑡))                      (2.16) 

 

The last gradients required are at 𝐶𝑡 and ℎ𝑡. Both gradients will be back propagated to the 

previous recurrent step of the cell at 𝐶𝑡−1 and ℎ𝑡−1. The gradient of C comes from two sources, 

expressed by (2.11) and (2.12), hence it is calculated by (2.17). As shown in Fig.1, the incoming 

gradient at ℎ𝑡 is composed of two parts, one from the next recurrent cell ℎ(𝑡)1, another from the 

previous layer ℎ(𝑡)2.  ℎ(𝑡)1 can be calculated by combining the gradients from all LSTM gates by 

(2.18). For the last hidden layer, δh(t)2 is the initial lost E, and for the remaining hidden layers, 

δh(t)2 is the summation of the gradients at the input of the next layer. 

 

                          δc(t) =  δh(t) ⊙ 𝑜(𝑡) ⊙ (1 − tanh2(𝑐̂(𝑡)) + δC(t + 1) ⊙ f(t + 1)          (2.17) 

∂E

∂h(t−1)
=  

∂E

∂𝑓̂(𝑡)
•

∂𝑓̂(𝑡)

∂h(t−1)
 + 

∂E

∂𝑖̂(𝑡)
•

∂𝑖̂(𝑡)

∂h(t−1)
 + 

∂E

∂𝑎̂(𝑡)
•

∂𝑎̂(𝑡)

∂h(t−1)
+ 

∂E

∂𝑜̂(𝑡)
•

∂𝑜̂(𝑡)

∂h(t−1)
   

δℎ(𝑡) = δ𝑓 • 𝑢𝑓(𝑡 + 1) + δ𝑖̂ • 𝑢𝑖(𝑡 + 1) + δ𝑎̂ • 𝑢𝑎(𝑡 + 1) +δ𝑜̂ • 𝑢𝑜(𝑡 + 1)      (2.18)                    

δy(t) =  δ𝑓 • 𝑤𝑓(𝑡 + 1) + δ𝑖̂ • 𝑤𝑖(𝑡 + 1) + δ𝑎̂ • 𝑤𝑎(𝑡 + 1) +  δ𝑜̂ • 𝑤𝑜(𝑡 + 1)    (2.19) 

 

As a result, all the gradients of the weights and bias of the LSTM can be calculated by 

applying the chain rule through (2.7) to (2.10), and they will be used to update the weights and 

bias to complete backpropagation 
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To update the coefficients of the IIR filter, the initial loss is taken from δy(t) calculated in 

(2.19), which is the sum of all LSTM gate gradients with respect to their input vector 𝑌𝑡−𝑣𝑒𝑐𝑡𝑜𝑟. 

By applying the chain rule on (2.5), the gradients of the coefficients b and a then can be calculated 

in (2.20) and (2.21). The same update rule is applied to complete the backpropagation for the IIR-

LSTM cells. 

 

∂E

∂𝑏𝑖
=

∂E

∂𝑦𝑡
•

∂𝑦𝑡

∂𝑏𝑖
+

∂E

∂𝑦𝑡+1
•

∂𝑦𝑡+1

∂𝑏𝑖
+ ⋯ +

∂E

∂𝑦𝑡+𝑛
•

∂𝑦𝑡+𝑛

∂𝑏𝑖
 

δ𝑏𝑖 =  δ𝑦𝑡 • 𝑥𝑡−𝑖+1 • 𝑏𝑖(1 − 𝑏𝑖) +  δ𝑦𝑡+1 • 𝑥𝑡−𝑖+2 • 𝑏𝑖(1 − 𝑏𝑖) + ⋯ + 

δ𝑦𝑡+𝑛 • 𝑥𝑡−𝑖+𝑛+1 • 𝑏𝑖(1 − 𝑏𝑖) 

                                 δ𝑏𝑖 =  𝑏𝑖(1 − 𝑏𝑖) ∑ δ𝑦𝑡+𝑗
𝑛
𝑗=0  • 𝑥𝑡+𝑗−𝑖+1                                (2.20) 

 

∂E

∂𝑎𝑖
=  

∂E

∂𝑦𝑡
•

∂𝑦𝑡

∂𝑎𝑖
+

∂E

∂𝑦𝑡+1
•

∂𝑦𝑡+1

∂𝑎𝑖
+ ⋯ +

∂E

∂𝑦𝑡+𝑛
•

∂𝑦𝑡+𝑛

∂𝑎𝑖
 

δ𝑎𝑖 =  δ𝑦𝑡 • 𝑦𝑡−𝑖 • (1 − 𝑡𝑎𝑛ℎ2𝑎𝑖) + δ𝑦𝑡+1 • 𝑦𝑡+1−𝑖 • (1 − 𝑡𝑎𝑛ℎ2𝑎𝑖) + ⋯ + 

   δ𝑦𝑡+𝑛 • 𝑦𝑡+𝑛−𝑖 • (1 − 𝑡𝑎𝑛ℎ2𝑎𝑖)  

                               δ𝑎𝑖 =  (1 − 𝑡𝑎𝑛ℎ2𝑎𝑖)∑ δ𝑦𝑡+𝑗
𝑛
𝑗=0  • 𝑦𝑡+𝑗−𝑖                                 (2.21) 

 

The sizes of each variable are listed in Table I where the cell size of a one hidden layer is 

denoted as h. 
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2.7 Neural Network Structural and Model Hyperparameter  

Table. I Model parameters of IIR-LSTM. 

 

Symbol  size 

𝑥𝑡  ℝ𝑁×𝑛
 

𝑦𝑡  ℝ𝑛  

𝑓𝑡 , 𝑖𝑡, 𝑜𝑡 , 𝑎𝑡 , ℎ𝑡 , 𝑐𝑡 and bias ℝℎ
 

𝑊𝑓, 𝑊𝑖 , 𝑊𝑜, 𝑊𝑎
 ℝℎ×𝑛

 

𝑈𝑓, 𝑈𝑖 , 𝑈𝑜, 𝑈𝑎 ℝℎ×ℎ
 

𝑏𝑖  ℝℎ×𝑁
 

𝑎𝑖  ℝℎ×𝑀
 

 

 

 
Table. II Model hyperparameters of IIR-LSTM. 

 

Hidden layer Depth 2 

IIR-LSTM layer size, h 32 

LSTM layer size, h 32 

Input length, N 10 

Prediction length, M 5 

Feedforward filter order, i 10 

Feedback filter order, j 10 
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Figure 3. IIR-LSTM neural network structure. 

 

 

The structure of the neural network is illustrated in Fig.3. Forward chain is utilized in the 

data processing to create delays. Each chunk of input includes i  𝑥𝑡−𝑣𝑒𝑐𝑡𝑜𝑟 vectors, which are used 

to output one unique 𝑦𝑡−𝑣𝑒𝑐𝑡𝑜𝑟through the IIR unit in each IIR-LSTM cell shown in Fig.2 

The parameters of the model used in this study are presented in Table II. This specific set 

of hyperparameters was selected to balance the performance and complexity of the model, 

ensuring that the model can make accurate predictions with relatively short training times. A time 

lag of 10 was chosen as the input length for the model for the same reason, as increasing the time 

lag did not necessarily improve the accuracy of predictions. Multiple tests were conducted, setting 

the time lags between 2 and 15, with the lag of 10 delivering the lowest RMSEof prediction on 

average. All the trainings were performed on a personal computer with an i7-6700K CPU. The 30 

epochs training of all tests based on the proposed model took less than 5 minutes to complete, 

demonstrating the efficiency of the proposed model. These findings suggest that the selected 

hyperparameters and time lag are suitable for making accurate predictions while minimizing the 

complexity of the model and training times. 
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2.8 Testing 

The forecasting scheme was tested using a multi-step input and single-step output approach. 

Figure 4 demonstrates how the multi-step forecasting can be achieved. A detailed data flow for 

one prediction is provided in Fig.5, which shows the sequence of operations involved in generating 

a single forecast output. To simplify the visualization of the process, both Fig.4 and Fig.5 show 

the testing process after the IIR unit. Specifically, the input vector in both figures is represented as 

 𝑦𝑡−𝑣𝑒𝑐𝑡𝑜𝑟. The forecasting process for the model involved first performing a single-step forecast 

for each new incoming input data point. The single-step output prediction was then used as input 

for the subsequent prediction step. And the process was repeated iteratively. In practice, At the 

beginning of the prediction process, the true data vector (represented by white blocks in Fig.5) was 

loaded into the model. In the subsequent prediction steps, the current output (represented by red 

blocks) was appended to the vector, and a shift procedure was applied to the new vector to ensure 

that the input data had the same length as the original vector. The aforementioned process was 

repeated iteratively until the nth step, at which point the output prediction (represented by blue 

blocks) was the forecast for the nth step with respect to the first input data. At the beginning of the 

next iteration, the second true data point was loaded as the starting input for the prediction at the 

(n+1)th step. This process was then repeated iteratively to generate additional predictions for future 

time steps. The index of the true input data is denoted as B in Fig.4. As a result, the method only 

requires new inputs every n steps, when performing the nth step forecasting. The input data that 

directly response to the forecasting output is purely formed by the pervious predicted data. And 

the closest true input for the prediction at (B+n)th  step is at Bth  step, thus, the nth step prediction 

is achieved. At the first step of the recurrent process, the previous cell and hidden states are set to 

0, and forward propagation is carried out until new data is loaded. Once new data is loaded, the 
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previous cell and hidden states from the last data are retrieved and used as the initial states for the 

current step. The current cell and hidden states are then stored for the next step. Since the loaded 

data are in sequence, this process ensures a continuous flow of cell and hidden states. The 

importance of this retrieve/store process is further discussed. 

 

 

Figure 4. The flowchart of the multi-step forecasting scheme. 
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Figure 5. The data flow of one prediction of the multi-step forecasting. 

 

 

 

 

 

 

2.9 GPS Data Collection 

The data collected in the experiments was obtained from two identical GPS sensors 

(GARMIN, model GLO2), with each sensor providing position information at a rate of 10Hz and 

an accuracy of 3 meters. The GPS data is in National Marine Electronics Association (NMEA) 

format, only a portion of the information was extracted as the analytical target, which includes 

GPS time stamp, latitude, longitude, ground speed, and the number of satellites in use. 
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2.9.1 Experiment One: Stationary GPS Error  

The objective of this experiment is to identify the critical factors that contribute to GPS 

errors. The methodology employed for the experiment was straightforward; a GPS receiver was 

positioned at a stationary location, which served as the reference point with known GPS 

coordinates. The data was then collected for a specific period of time. The Haversine formula was 

used to calculate the distances between the reference GPS coordinates and the received GPS 

coordinates, with the distance being identified as the GPS distance error. To ensure universality in 

the results, multiple experiments were conducted at several locations under various weather 

conditions. 

To improve the precision and accuracy of GPS measurements, Carrier-Smoothed-Code 

(CSC) methods were utilized. These methods combine the advantages of carrier phase 

measurement and pseudorange measurement to obtain a smoothed, less noisy, and unambiguous 

estimate of pseudoranges. Most CSC algorithms are based on the Hatch filter, which is a type of 

recursive filter that depends on the current measurement and previous estimate. However, phase 

measurement is susceptible to cycle slips, which occur when the receiver Phase Locked Loop (PLL) 

locks to a new stable point. Consequently, these algorithms need to be reinitialized every time a 

cycle slip occurs. 

An example of the observed pattern is illustrated in Fig. 6, based on the observations, a 

distinguishable pattern was observed; the distance error remained constant for a specific period 

before suddenly jumping to another level. The constant periods were due to the CSC method, while 

the distance jumps were caused by cycle slips. Based on our observations, we conclude that the 

distance error is not related to the number of satellites in use, and the magnitude of the distance 



27 

 

jump is unpredictable. However, the duration time between the jumps is relatively constant, which 

is around 30 seconds. 

2.9.2 Experiment Two: GPS Error in the Movement  

In this experiment, two GPS sensors were mounted on the roof of a vehicle, 1.5 meters 

apart from each other. The position data of the sensors were collected separately, and the GPS 

timestamps were extracted from the data to pair the data. The distance errors were assumed to be 

the true distance, which is a constant 1.5 meters subtracted from the measured distances. In this 

case, the distance errors were the combination of the errors from two GPS sensors. As the sensors 

were placed relatively close to each other, the noise was assumed to come from wireless fading 

channels with similar characteristics, the reason is further explained. 

Identical experiments were conducted at the same location four times, but the traffic 

situations on the road were uncontrollable, leading to uncertainties in the wireless mobile 

environment, the real-time distance error, and speed for each experiment, which are shown in Fig.7. 

The distinguishable jump pattern from experiment one was no longer observed, instead, a 

continuously varying waveform with the majority of energy carried at lower frequencies was 

obtained. The shapes of the waveform results were dissimilar to each other, suggesting no strong 

correlation between GPS distance errors and local mobile environments. Additionally, the 

potential relationship between speed and GPS distance error was investigated, and it was observed 

that there were no clear-cut correlations between the ground speed of the GPS sensors and the 

distance errors while they were in motion. However, it was noticed that whenever the test vehicle 

was stopped, the distance error began the pattern observed in experiment one. 
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Figure 6. Stationary GPS distance error versus number of satellites in use. 

 

Figure 7. The GPS distance errors versus speeds. 

Based on the observations of the results of the two experiments, we conclude that the 

distance error is not highly correlated to neither the speed of the car nor the number of satellites in 

use. Therefore they are not be consider as the valuable input features for our training model. 
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2.9.3 The Cause and the Definition of the GPS Error  

Despite the unprecedented accuracy that satellite navigation provides for global 

positioning, GPS trajectories are still prone to errors. GPS errors can be caused by a variety of 

factors, including: 

1. Satellite and receiver clock errors: GPS signals are sent from satellites with accurate 

atomic clocks, but the GPS receiver's clock is not as precise, and any difference between 

the receiver's clock and the satellite's clock can result in an error in position estimation. 

2. Ionospheric and tropospheric effects: GPS signals can be affected by the ionosphere and 

troposphere in the atmosphere, which can lead to signal delays and phase shifts. This can 

cause errors in position estimation, especially at low elevations and high frequencies. 

3. Multipath effects: GPS signals can be reflected off surfaces such as buildings, trees, or 

water, causing multiple signals to arrive at the receiver at different times. This can result 

in errors in position estimation, especially in urban areas. 

4. Signal blockage: GPS signals can be blocked or weakened by obstructions such as 

buildings, trees, or even your body. This can result in inaccurate or no position estimation. 

5. Atmospheric conditions: The Earth's atmosphere can cause GPS signal degradation due to 

factors such as solar flares, radio interference, and magnetic storms. 

6. User error: GPS errors can also be caused by user error, such as incorrect positioning of 

the receiver or incorrect interpretation of the GPS readings. 

7. Selective availability: In the past, the US government used selective availability to 

intentionally introduce errors into the GPS signal to prevent its use for military purposes. 

Although selective availability has been turned off, it can still cause errors in older GPS 

receivers. 
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It is challenging to construct a mathematical forecasting model for specific locations, but 

it is possible to effectively model these locations using the latest machine learning methods. The 

patterns observed in these locations are influenced by factors such as weather, satellite rotation, 

and local environments, making them suitable for validating the proposed prediction model. 

The movement data recorded by GPS can be affected by two types of errors: measurement 

error and interpolation error, which are inherent to any kind of movement data and cannot be 

avoided [40]. Therefore, these errors also affect trajectories that are recorded with GPS. 

Measurement error occurs when it is not possible to determine the actual position of an object due 

to the limitations of the measurement system. In the context of satellite navigation, this refers to 

the spatial uncertainty that is associated with each position estimate. Interpolation error pertains to 

the limitations of representing the actual motion between consecutive positions through 

interpolation. The accuracy of this process is affected by the temporal sampling rate at which GPS 

records positions. In cases where movement is recorded at high frequencies, such as 1Hz, the 

interpolation error can typically be neglected [41]. 

Real GPS data exhibits both spatial and temporal autocorrelation. In another word, GPS 

measurement error is not independent of space and time, and position estimates obtained at similar 

locations and times will have similar errors due to similar atmospheric conditions and satellite 

constellation. This has been extensively studied and is also the underlying principle behind the 

Differential Global Positioning Systems (DSPS). [41] shows measurement error causes a 

systematic bias in distances recorded with a GPS, and they are strongly spatially and temporally 

auto correlated. 

In our experiments, we utilized two GPS receivers operating over the same firmware 

version and at a sample rate of 3Hz. This helped to further minimize the effects of interpolation 
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error. The distance between the two GPS receivers is calculated by the position estimates obtained 

at the closest time from the two GPS receivers to maximize the temporal autocorrelation of the 

GPS measurement error, which has been proved in [41]. [41] also demonstrated that the distance 

errors between the two GPS receivers increase as the distance between them increases, which is 

attributed to a decrease in the spatial autocorrelation of GPS measurement error. In their car 

movement experiments, they found that the measurement error increased by approximately 2 times 

when the two position estimates were one meter apart compared to when they were at the same 

location.  

During our experiments, two GPS sensors were positioned at 1.5 meters apart. The true 

positions of the two GPS sensors at time t are noted as 𝑅1𝑡 and 𝑅2𝑡   eeseectieey.. The estimate 

positions of two GPS sensors are expressed by 𝐸1𝑡 = 𝑅1𝑡 + 𝑟1𝑡 and 𝐸2𝑡 = 𝑅2𝑡 + 𝑟2𝑡 where 𝑟1𝑡 and 

𝑟2𝑡 is the measueement eeeoes feom the two GPS that aee coeeeyated with each othee and haee identicay 

disteibutions to the GPS eositioning eeeoes. It is practically hard to get the ground true values of 𝑅1𝑡 and 

𝑅2𝑡. Instead  we define and stud. the GPS distance eeeoe 𝑟′ as shown in (2.22) wheee the distance between the 

GPS estimate eositions and between theie teue eositions aee exeeessed b.𝑑(𝐸1𝑡, 𝐸2𝑡)  and 𝑑(𝑅1𝑡, 𝑅2𝑡)   

eeseectieey.. 

 

                              𝑟′ = 𝑑(𝐸1𝑡, 𝐸2𝑡) − 𝑑(𝑅1𝑡, 𝑅2𝑡) = 𝑑(𝐸1𝑡, 𝐸2𝑡) − 1.5 = 𝑟1𝑡, −𝑟2𝑡                     (2.22) 

2.9.4 Data Collection and Processing 

Four tests were conducted in the same location at different time periods. In each test, the 

vehicle was driven around a local mall twice to ensure that error patterns caused by the local 

environment existed in both the testing and training datasets. A GPS route and the corresponding 

distance errors are displayed in Fig.8. The raw data was down sampled to 3Hz, and each dataset 
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was resized to 1400 data points. The datasets were further divided into training and testing datasets, 

where the last 180 data points (~13%) of each dataset were designated as the test set, and the 

remaining data points (~87%) were labeled as the training set. 

 

Figure 8. GPS route map (1), corresponding distance errors (2) and the test setup (3). 

3 
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2.10 Performance Evaluations 

Six commonly used time series prediction models were applied to the same datasets to 

validate the proposed model. Four of these models were derived from artificial neural networks 

(ANN): the RNN, the LSTM, the Gated Recurrent Unit (GRU) [37], and the MLP neural network. 

Two models were statistical models: the Autoregressive Integrated Moving Average (ARIMA) 

and the Exponential Smoothing (ETS), in addition to the persistence model. The persistence model 

[38] simply copies the current value as a prediction, which is straightforward but works well in 

short-term forecasts when data change slowly. The result is an n-step delay of input, making it 

challenging to forecast multi-step futures. The same prediction scheme was applied to all models, 

and the RMSE between the prediction results and true values were used as the metric to evaluate 

their performance. 

2.10.1 Gated Recurrent Unit 

GRU is a type of RNN architecture that is used for processing sequential data. It was 

introduced as an alternative to the LSTM network, which is another popular type of RNN 

architecture. 

Like the LSTM, the GRU is designed to handle the vanishing gradient problem that can 

occur in deep neural networks that process sequential data. The GRU achieves this by using gating 

mechanisms that allow it to selectively update and forget information from past time steps. 

Specifically, the GRU has two gates, an update gate and a reset gate, that control the flow of 

information through the network. The update gate controls how much of the past information 

should be retained, while the reset gate controls how much of the current input should be forgotten. 

The GRU also has a hidden state that is updated at each time step, which contains a summary of 

the information learned so far. 
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Compared to the LSTM, the GRU has fewer parameters, which makes it faster to train and 

requires less memory. Additionally, the GRU is often reported to perform similarly or even better 

than the LSTM on various tasks, one reason for this could be that the GRU has a simpler 

architecture that is easier to optimize, which allows it to achieve good performance with fewer 

parameters. In some cases, the LSTM may outperform the GRU, particularly when the dataset has 

long-term dependencies that are difficult to capture. Additionally, the LSTM has a more explicit 

memory mechanism that allows it to store and retrieve information over longer time periods, which 

can be beneficial for tasks that require long-term memory. 

2.10.2 Multilayer Perceptron 

MLP is a type of feedforward neural network that is commonly used for classification and 

regression tasks. Unlike RNN such as LSTM, MLPs do not have memory cells or any form of 

temporal processing. Instead, they process input data through a series of layers, with each layer 

consisting of a set of neurons that transform the input data into a higher-level representation. 

In an MLP, the input layer receives the input data, which is then passed through one or 

more hidden layers before reaching the output layer. Each hidden layer contains multiple neurons, 

and each neuron applies a nonlinear transformation to the input data. The weights and biases of 

the neurons are learned through backpropagation, which involves computing the gradients of the 

loss function with respect to the weights and biases and updating them accordingly. 

Compared to LSTMs, MLPs are simpler and faster to train, and they require less memory. 

They are also more interpretable, as the output of each neuron can be directly linked to the input 

features. MLPs are well-suited for tasks that involve high-dimensional input data, such as image 

or speech recognition, and they have been successfully used in various applications, including 

financial forecasting, recommendation systems, and fraud detection. However, MLPs are not 
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designed to handle sequential data, and they cannot model temporal dependencies between input 

data points. 

2.10.3 Autoregressive Integrated Moving Average 

ARIMA is a type of statistical model used for time series analysis and forecasting. It is a 

popular method for modeling the temporal dependencies and patterns in time series data. ARIMA 

models are based on the idea of decomposing a time series into its trend, seasonal, and residual 

components. The model consists of three parameters: p, d, and q, where p represents the 

autoregressive term, d represents the integrated term, and q represents the moving average term. 

The p term represents the number of past values of the time series that are used to predict the 

current value, the q term represents the number of past forecast errors that are used to predict the 

current value, and the d term represents the number of times the time series needs to be differenced 

to achieve stationarity. 

Compared to LSTM neural networks, ARIMA models are simpler and easier to interpret. 

ARIMA models are also less computationally expensive and require less data to train than LSTMs. 

However, ARIMA models may not perform as well as LSTMs on tasks that involve complex 

temporal dependencies, such as natural language processing or music generation. LSTMs are 

specifically designed to handle sequential data and can model complex temporal patterns, making 

them more suitable for these types of tasks. 
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2.10.4 Exponential Smoothing State Space Model 

ETS is another popular statistical time series forecasting model. It is similar to 

Autoregressive Integrated Moving Average (ARIMA) models in that it models the underlying 

structure of a time series, but it uses a different approach to modeling the time series data. 

ETS models are based on the principle of exponential smoothing, which involves taking a 

weighted average of past observations to predict future values. The weights are determined by a 

smoothing parameter, which controls how much weight is given to recent observations versus past 

observations. ETS models extend the concept of exponential smoothing to incorporate seasonal 

and trend components, as well as other complex features such as cycles and shocks. 

Compared to ARIMA models, ETS models are simpler and more intuitive to interpret. 

They are also faster to compute and require fewer parameters than ARIMA models, making them 

easier to train and more suitable for real-time forecasting applications. However, ETS models may 

not perform as well as ARIMA models on data that has complex temporal patterns or unusual 

behavior, such as sudden spikes or changes in trend. 

2.10.5 Test Results 

The RNN, LSTM, GRU, and MLP models were all built based on the Tensorflow library 

[39], where the same configuration and hyperparameters were applied. The hidden layer size of 

the MLP model was set to 5 instead of 2. An ARIMA (10,1,10) model was applied, where 10 is 

the  order of the autoregressive (AR) component and the order of the moving average (MA) 

component, which matches the number of time lags in the IIR-LSTM model. Furthermore, an ETS 

(A,N,N) model, also known as simple exponential smoothing, was applied. It is a commonly used 

time series model with an underlying state space model consisting of a level component, a trend 
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component (T), a seasonal component (S), and an error term (E). The (A,N,N) represents additive 

errors, no trend, and no seasonality, which matches the characteristics of our datasets. 

Figure 9 depicts the forecasting performances of various models on a dataset, reflecting 

Test A. The training epochs for all ANN-based models are selected at 30, except for LSTM, which 

displays its results at both 30 and 100 epochs. Upon comparing the forecasting waveforms, it can 

be concluded that the predictions at the 10th step of all conventional ANN-based models and 

statistical models fail, as they exhibit unacceptable lags of true data. Specifically, the results of the 

ARIMA model are almost identical to those of the persistence model. The ANN-based models are 

negatively affected by overfitting caused by noise, as mentioned earlier. Taking LSTM as an 

example, the impact of overfitting becomes more noticeable as the number of epochs increases. In 

contrast, the IIR-LSTM model shows a promising forecasting result. Initially, the prediction 

waveform is smoother than the true data, indicating that the IIR filter gates play a vital role in 

removing high-frequency noise. Secondly, the convergence rate of this model is much faster than 

that of conventional LSTM models. Finally, the lags between the predictions and true data are 

much smaller. The same experiments were conducted on three other datasets collected in the same 

environment, and their best forecasting results are presented in Figures 10 to 12, respectively. By 

comparing the results with other methods, the IIR-LSTM model captures underlying patterns 

contained in the training data and predicts the trend at the 10th step successfully. IIR-LSTM 

outperforms all other methods with a lowest average RMSE (12.5), followed by the persistence 

model (23.0), ARIMA (23.8), MLP (24.2), RNN (25.2), GRU(25.8), ETS (24.6), LSTM at 30 

epochs (26.9), and LSTM at 100 epochs (32.7). Their individual RMSEs are listed in Table III. It 

is noteworthy that the GPS distances are in centimeters, and all the RMSEs are also in centimeters. 
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Figure 9. The 10th step predictions of test A. 

 

Figure 10. The 10th step predictions of test B. 
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Figure 11. The 10th step predictions of test C. 

 

Figure 12. The 10th step predictions of test D. 
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Table III. The lowest, means and variances of the RMSEs of 20 times predictions over dataset of Test A, B, C and 

D. 

 

 Test A Test B Test C Test D Avg. 

IIR-LSTM L 13.7 17.0 10.1 9.2 12.5 

μ  16.2 20.7 13.2 10.6 15.2 

σ  2.0 3.0 2.5 1.1 2.2 

LSTM L (30) 31.0 40.7 21.6 14.4 26.9 

μ 33.1 43.3 23.5 16.3 29.1 

σ  1.7 2.1 1.6 1.5 1.7 

LSTM L (100)  34.3 57.5 23.3 15.7 32.7 

μ 38.8 63.1 28.3 18.8 37.3 

σ  3.6 4.5 4.0 2.5 3.7 

RNN L  26.4 38.1 22.8 13.4 25.2 

μ 29.0 40.6 24.6 14.5 27.2 

σ  2.1 2.0 1.4 0.9 1.6 

GRU L 25.8 40.2 23.0 14.0 25.8 

Μ 27.7 41.6 21.6 15.5 26.6 

σ  1.5 1.1 1.1 1.2 1.2 

MLP L 24.9 40.1 19.7 12.0 24.2 

μ 27.1 43.0 21.2 13.2 26.1 

σ 1.8 2.3 1.2 1.0 1.6 

Persistence 23.0 38.3 18.7 12.0 23.0 

ARIMA 24.5 38.2 19.7 12.8 23.8 

ETS 27.6 39.9 23.8 12.7 26.0 

RMSE decrease %  30.0 45.8 29.4 11.7 33.9 
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The performance of all Artificial Neural Network (ANN) models on all datasets was tested 

repeatedly 20 times. The variability in the results was due to the random initial weights used in 

each test. The outcomes of these tests were recorded and are presented in Table III, which includes 

the best case (indicated as L)  the mean (μ) and the standaed deeiation (σ). The numbees in 

parentheses indicate the training epochs used for each test. The results showed that the IIR-LSTM 

model outperformed all other ANN models in terms of prediction accuracy, with much lower 

average Root Mean Squared Error (RMSE) across all four tests. The percentages of the RMSE 

decrease, when compared to the second best model, are also listed in the last row of the table. 

However, it was also observed that the IIR-LSTM model delivered the second least consistent 

performances, with relatively large standard deviations in its results. 

During the testing, it was discovered that few training runs were unable to converge within 

30 epochs, resulting in failure of the prediction and large RMSE. This issue requires further 

investigation to enhance the robustness and fast training of the IIR-LSTM model in future studies. 

After analyzing the results of the experiments conducted on various models, we have 

concluded that the IIR-LSTM model is the only model that can make successful predictions at the 

10th step. The following reasons support our conclusion: First, the IIR-LSTM model produced the 

most accurate predictions in terms of RMSE. In fact, it is the only model that can produce results 

with significantly lower RMSE than the persistence model. Second, based on the shape of the 

prediction waveforms, the IIR-LSTM model is the only model that has the capability to overcome 

or at least minimize the lagging issue that occurred between the predictions and true data. This 

issue is demonstrated in the examples shown in Fig.9 to 12. In conclusion, the IIR-LSTM model 

is the most effective model for predicting the 10th step in the time series data. It outperforms all 
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other models in terms of accuracy and has the capability to minimize the lagging issue observed 

in other models. 

To validate the proposed model, several field tests were conducted under different 

environments, including a mall area (Test E), a freeway area (Test F), and a residential area (Test 

G). For each test, separate training datasets and validation datasets were collected. In other words, 

these datasets come from similar environments but different tests. The proposed model was trained 

using the training datasets and the 10th step predictions were made on the corresponding validation 

datasets. Each model was trained 10 times to ensure robustness and reliability of the results. Fig.13, 

Fig.14, Fig.15 compares the predictions made by the proposed model with those made by a 

standard LSTM model. The corresponding RMSEs of the predictions are listed in Table IV. The 

results are consistent with the previous findings and demonstrate that the proposed model 

outperforms the standard LSTM model in terms of prediction accuracy. 

 

Figure 13. The 10th step predictions of dataset collected at mall Test E. 
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Figure 14. The 10th step predictions of dataset collected at freeway Test F. 

 

Figure 15. The 10th step predictions of dataset collected at residential area Test G. 
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Table IV. The lowest, means and variances of the RMSEs of 10 times predictions over dataset of Test E, F and G. 

 

 Test E Test F Test G 

IIR-LSTM L 17.0 29.1 11.8 

μ 19.2 30.7 13.1 

σ 1.8 1.3. 1.0 

LSTM L 

 

μ 

 

σ 

39.7 

 

41.2 

 

1.2 

45.9 

 

47.9 

 

1.6 

19.0 

 

19.6 

 

0.5 

RMSE decrease % 53.4 35.9 33.2 

 

2.11 Results Analysis 

The results from the tests conducted on various prediction models were found to be 

consistent with each other. However, the results of the IIR-LSTM model exhibited a relatively 

large error or higher RMSE in the beginning of the forecasting. This phenomenon is mainly caused 

by the mismatch between the previous cell state and hidden state. For example, as shown in Fig.16, 

the predictions in the first 50 time steps were highly inconsistent with the true data, but a wrong 

prediction was still made. 

A successful time series prediction using LSTM relies on its memory or the knowledge of 

past data passing through the cell and hidden states. Incorrect cell and hidden states can lead to 

poor results. However, with the increase of the prediction steps, more meaningful cell and hidden 

states are generated and passed on, eventually resulting in correct predictions. This is achieved by 

the store and retrieve scheme shown in Fig.4 and 5. After initialization, whenever true data is 

loaded, corresponding previous cell and hidden states are generated from the last true data. The 

states produced during one multi-step prediction will not influence the next ones. 
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Figure 16. The impact of recurrent cell states and hidden states. 

 

To further investigate the issue of overfitting caused by the training of conventional LSTM 

models, a low-pass filter was designed and applied to the dataset of Test A to eliminate noise. To 

determine the most accurate prediction, many experiments were conducted with various cut-off 

frequencies. The filter chosen was a low-pass Butterworth filter with normalized cut-off 

frequencies ranging from 0.01 to 0.1. Figure 17 shows that different cut-off frequencies of the filter 

resulted in variant LSTM prediction accuracies in terms of RMSE in all ten steps. In other words, 

the accuracy of the prediction is determined by the level of noise that the original data contains. It 

is critical to select a specific range of cut-off frequencies to achieve a low RMSE when predicting 

more steps. 
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Figure 17. The 10th step and its average prediction RMSE on filtered data with various cut-off frequencies. 

 
Figure 18. The 10th step prediction RMSEs achieved by the four prediction models. 
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In Fig.17, it is shown that the normalized frequency of 0.03 results in the lowest RMSE at 

the 10th step prediction. Therefore, it was chosen as the cut-off frequency to build both a low-pass 

and a high-pass filter to separate noise from low-frequency data. The outputs of both filters and 

the original data were then trained by the same LSTM model, respectively. The training loss and 

validation loss up to 1000 epochs are illustrated in Fig.19 and 20, respectively. By analyzing the 

relationship between validation loss and training loss, it is evident that only the low-frequency data 

are likely predictable. Both of the losses decay quickly and stay at low levels, even with occasional 

peaks caused by the optimization of gradient descent. In practice, a well-trained model should be 

able to eliminate wrong predictions at the loss peaks. On the other hand, very similar losses are 

generated from both the original data and noise where the training loss is decreasing and the 

validation loss is increasing. This is an indication of overfitting, which results in performance 

degradation on new data, even if one increases training time. 

In conclusion, LSTM is highly sensitive to noise, and multipath fading of GPS channels 

negatively impacts the forecasting outcome. However, by implementing a data smoothing process, 

the underlying pattern contained in the low-frequency data can still be captured by LSTM. Thus, 

it is essential to pick the correct cut-off frequencies for filters to optimize prediction results, 

especially for multi-step prediction. Choosing the correct cut-off frequency depends on two factors, 

the characteristic of noise and the number of prediction steps. Each dataset has its own unique 

optimized cut-off frequency, and a set of tryouts is required to find it. Such a requirement could 

be impractical for some applications, especially for time-varying datasets, like wireless channels. 

However, the proposed model removes such limitations by integrating the smoothing process into 

the neural network. The backpropagation automatically adjusts the filters to reach optimal results, 

making the system applicable to various datasets and different step predictions. 
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The evaluation on the RMSE at the 10th step on the persistence model, ARIMA, LSTM 

with raw data, and LSTM with smooth-processed data (SP) are illustrated in Fig.18. The SP data 

were generated by the low-pass filter mentioned above. Fig.18 shows that LSTM with raw data 

has the worst prediction due to overfitting. However, the persistence model and ARIMA 

outperform the LSTM with SP data in short-term prediction, especially the persistence model with 

the lowest RMSE before the 4th step. It is because RMSE is calculated between predictions and 

true data, the LSTM with SP data produces smoothed data as output. There would be an obvious 

difference between the smoothed data and raw data, causing relatively large RMSE in short-term 

prediction when comparing to the persistence model. The persistence model is trivial. The LSTM 

with SP, however, significantly outperforms all other models in the long-term prediction. The 

proposed model targets long-term time series prediction, and LSTM is proven as a suitable 

framework for our GPS datasets. 

Figures 21 and 22 illustrate the comparison of LSTM prediction performances using raw 

data as input and using SP as data preprocessing. As demonstrated, when raw data is utilized as 

input, the 10th step prediction exhibits a substantial lag to the true data (exactly 10 steps delay). 

However, when SP is utilized as data preprocessing, the lag is significantly reduced. This 

observation suggests that by utilizing SP to eliminate high frequency noise, LSTM can restore its 

long-term prediction capability. Moreover, an overfitting model magnified the prediction errors in 

the long-term prediction, resulting in large spikes in the 10th step prediction in Figure 21. This, in 

turn, caused a large RMSE and degraded the model's performance to a point worse than that of the 

persistence model.  

 



49 

 

 

Figure 19. The 10th step prediction RMSEs achieved by the four prediction models. 

 

Figure 20. The 10th step prediction RMSEs achieved by the four prediction models. 
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Figure 21. The 1st and 10th step predictions of LSTM model with raw data input. 

 

Figure 22. The 1st and 10th step predictions of SP-LSTM. 
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Figure 23. The frequency responses of the IIR filters. 

 

Figure 24. The spectrum of input and output data. 
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To further investigate the performance of the filters in the IIR-LSTM cells, the frequency 

responses of the IIR filters were plotted in Fig.23 after a training process. As expected, all filters 

function as low-pass filters. The responses in the lower frequency domain are more consistent, 

indicating that information at lower frequencies is more important, while high frequency 

information is less significant. A filter was created by averaging the frequency responses, and the 

spectrum of its input and output data is shown in Fig.24. The result demonstrates that the filters 

pass signals with lower frequencies and attenuate signals with higher frequencies. It is noteworthy 

that since the filters are integrated into the LSTM cells, the output of each filter is associated with 

a different weight, which implies that different filters have different impacts on the prediction 

result. In addition to input gates, the IIR gates offer an additional mechanism for regulating the 

flow of input data, which is customized for each cell and dedicated to smoothing data. In 

conjunction with the other LSTM gates, the training of the IIR-LSTM is capable of achieving the 

minimum loss with less overfitting. 

Figure 17 and 18 illustrated that a low-pass filter with an appropriate cut-off frequency can 

enhance the LSTM prediction accuracy, especially for the long-term prediction. In order to 

investigate the performance of the IIR units, ablation experiments were conducted and some IIR 

units were randomly deactivated before training, and predictions were made after training. Fig.25 

shows the predictions of one test with hidden layer size of 30 when some IIR units were activated. 

The experiments were performed 10 times and the average and variance of RMSEs were displayed 

in Fig. 26. The experiments were then performed with hidden layer sizes of 10 and 100, and their 

average prediction RMSEs were illustrated in Fig. 26. Test E was selected as the test dataset, and 

Fig. 26 shows that with a hidden layer size of 30, the highest average RMSE occurred when less 

than 10% of the IIR units were activated. The RMSE began to drop when more than 30% of IIR 
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units were activated and reached the minimum after 80%. The same downtrend of RMSE also 

occurred when the hidden layer sizes were set at 10 and 100, but with different starting and ending 

points. The result of the hidden layer size of 30 was used for further analysis since it was closest 

to the configuration of the testing model, which has a hidden layer size of 32. The lowest RMSE 

of test E was found to be 18.3, which was higher than that of the IIR-LSTM model with all IIR 

units activated (17.5) when the data were preprocessed with low-pass filters with a normalized cut-

off frequency of 0.03. Table V shows the comparison of RMSE values of manually selected filters 

and IIR-LSTM, with the latter having slightly lower RMSE values on average. This ablation 

experiment indicates that the IIR units indeed have a positive impact on long-term predictions. The 

proposed model produces competitive results compared to the data preprocessing method, but 

without the need for complicated filter selection processes. 

 

Table V. The optimal cut-off frequencies, their RMSEs compare with the RMSE results from the LSTM and IIR-

LSTM. 

 

 

Test A-D E F G Avg 

Normalized cut-off 

frequency results the 

lowest RMSE 

 

0.03 

 

0.03 

 

0.03 

 

0.04 
 

0.028 

RMSE result of the 

normalized cut-off 

frequency 

 

12.3 

 

18.3 

 

29.3 

 

12.4 

 

18.0 

RMSE result of the 

LSTM 

(no IIR units applied)  

 

32.7 

 

43.6 

 

45.9 

 

19.0 

 

32.7 

RMSE result of the IIR-

LSTM  

(all IIR units activated) 

 

12.5 
 

17.5 

 

29.1 

 

11.8 

 

17.7 

 



54 

 

 

Figure 25.  The 10th step predictions of test E when various percentage of the IIR units are activated. 

 

Figure 26. The average RMSEs of the 10th step predictions (test E) when various percentage of IIR units are 

activated. 
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Chapter 3 A Novel Noise Insensitive Anomaly Detector for Time Series Based on 1D-CNN  

 

3.1 Related Works of Anomaly Time Series Detection 

This section reviews recent work associated with time series patterns and anomaly 

detections, including both statistical and machine learning models. Statistical models include 

Autoregressive Moving Average (ARMA), ARIMA, and Autoregressive Moving Average 

(VARMA). Those models predict future values based on previous data [42]. Anomaly instances 

are denoted if there were significant discrepancy between observed values and predicted values 

[43]. Moreover, Cumulative SUM Statistics (CUSUM) was first utilized for anomaly detections 

in [44]. CUSUM set the boundaries of the maximum and minimum acceptable values. Anomaly 

instances are marked observed values exceed boundaries. The machine leaning approaches can be 

classified into unsupervised, supervised and semi-supervised categories. Unsupervised approaches 

are further divided into discriminative and parametric schemes. Discriminative schemes cluster 

the sequences based on a defined similarity function. Anomal score is introduced defined as the 

distance between observed values to the centroid of the closet cluster. Clustering methods include 

k-Means clustering [45], subsequence time-series clustering (STSC) [46], Expectation–

maximization (EM) [47], dynamic clustering [48], single-linkage clustering [49], self-organizing 

maps [50], density-based spatial clustering of applications with noise (DBSCAN) [51], local 

outlier factor (LOF) [52], and isolation forest [53]. Parametric schemes construct summary modes 

based on base data, while anomalous data are excluded. At this moment, an anomaly score is 

related to the probability of each element of the sequence. The observed sequence is denoted as 
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anomaly if the probability of generating such a sequence by the model were low. Popular models 

fallen into this category include finite state automata (FSA) [54], Markov models and hidden 

Markov models (HMMs) [55] [56]. Some supervised approaches have been proposed as well, 

which can be extended to time series anomaly detection include Elman network [57], motion 

features with SVMs [58], Naïve Bayes [59], rule-based classifiers [60], Siamese network [61] and 

Extreme Gradient boosting (XGBoost) [62]. A detailed exposition of those schemes will not be 

discussed here since they are out of the scope of this paper. In fact, they are supervised approaches, 

both the normal and anomalous data need to be labeled. On the other hand, Regression models 

detects anomalies based on the errors of predictions. Finally, a semi-supervised scheme uses only 

the normal data as training set. After training, the fitted model detects anomalies based on the 

similarity between training set and test set. Such models include one-class support vector machines 

(OC-SVM) [63] and Auto-encoder [64]. 

Recently, neural networks have achieved promising results in the fields of computer vision 

and natural language processing, outperforming statistical counterparts. There is increasing 

interest in using them for time series forecasting and analysis. As the fact, they are capable of 

learning without the knowledge of the data structure, and output beyond the information contained 

in the training data set. The NN based time series anomaly detection has been well studied. Many 

NN architectures have been presented, implemented and tested. MLP is a basic NN architecture. 

MLP can be further extended to anomaly detection by applying sliding window over the input data 

and then predicting them, whereas the prediction errors are used as anomaly scores to classify the 

data [65]. RNNis capable of learning and modeling time-varying data series by feeding hidden 

states into the input of the sequence [66]. LSTM [67] [68] and GRU [69] are both belong to the 

RNN architectures. Chauhan and Vig used the probability distribution of the prediction errors of 
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LSTM models to detect anomalous data for healthy electrocardiography (ECG) signals [70]. 

Malhotra et al. adopted a similar approach but using the maximum likelihood estimation (MLE) 

[71] to detect the anomalies. Wu et al. [72] used a stacked GRU model to predict online time series 

data and detect anomalies based on prediction errors. Convolutional neural networks (CNNs) focus 

more on the local patterns of data. It is mainly used for computer vision due to its ability of internal 

representation and feature extraction of an image [73]. Deep-learning based anomaly detection 

approach (DeepAnT) was proposed by Munir et al [74] to detect time series anomalies, where the 

anomaly score was calculated based on prediction errors. 

3.1.1 One-dimensional Convolutional Neural Network  

In recent years, Convolutional Neural Networks (CNNs) have emerged as the standard for 

various Computer Vision and Machine Learning tasks. CNNs are feed-forward Artificial Neural 

Networks (ANNs) that consist of alternating convolutional and subsampling layers. Deep 2D 

CNNs with numerous hidden layers and millions of parameters are capable of learning intricate 

objects and patterns, provided they are trained on a massive visual database with ground-truth 

labels. However, this may not be feasible in several applications involving 1D signals, particularly 

when the training data is limited or domain-specific. To address this issue, 1D CNNs have been 

proposed and have quickly attained state-of-the-art performance in several domains, including 

personalized biomedical data classification, early diagnosis, structural health monitoring, anomaly 

detection and identification in power electronics and motor-fault detection. Another significant 

advantage of 1D CNNs is their ability to enable real-time and low-cost hardware implementation, 

as they utilize a simple and compact configuration that performs only 1D convolutions. A compact 

1D CNN with only 1 to 2 hidden layers and less than 10K parameters becomes prominent in many 

applications, while a typical 2D CNN easily contains parameters up to 1M-10M [80]. Moreover, 
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in recent studies, it has been demonstrated that compact 1D CNNs exhibit superior performance 

on applications that suffer from a scarcity of labeled data and high signal variations derived from 

diverse sources. 

1D CNNs consist of multiple convolutional layers that apply a set of learnable filters or 

kernels to the input signal. These filters are designed to identify important features or patterns in 

the data. Each filter performs a convolution operation by sliding across the input signal, performing 

a dot product between the filter weights and the local input values at each position. This produces 

a feature map that highlights the presence of the filter's specific pattern in the input signal. After 

the convolution operation, a non-linear activation function is applied to the feature map to 

introduce non-linearity and improve the model's ability to learn complex patterns. This is followed 

by a pooling layer, which reduces the dimensionality of the feature map by summarizing or down-

sampling the values within each local region. Common pooling operations include max pooling, 

average pooling, and global pooling. The output of the final convolutional layer is typically 

flattened into a 1D vector and fed into one or more fully connected (dense) layers, which perform 

a classification or regression task based on the learned features. The fully connected layers can 

also be followed by a Softmax activation function to produce probabilities for multi-class 

classification problems. 

3.1.2 Auto-encoder  

An auto-encoder is a specialized feedforward neural network that is composed of an 

encoder, followed by a decoder. The input data are first compressed by the encoder into a lower-

dimensional representation, which is then used by the decoder to reconstruct the output. The 

purpose of the model is to generate output data that is identical to the input data. If the norm of the 

error between the input and output data exceeds a predefined threshold, the input data sequence is 
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deemed abnormal. Auto-encoder-based anomaly detection is a semi-supervised learning approach, 

which means that the data no longer have the same structure as those fed into the encoder. Various 

auto-encoder-based anomaly detection models have been proposed in recent years. For instance, 

Vartouni et al. developed a stacked auto-encoder for detecting web attacks [81], while Farahnakian 

and Heikkonen proposed a deep auto-encoder for intrusion detection [82]. Lonescu et al. combined 

auto-encoders with a supervised classifier for abnormal event detection in video streams. The 

model first encodes both motion and appearance information using a convolutional auto-encoder. 

A one-versus-rest abnormal event classifier is then applied to cluster the feature vectors, thus 

separating each normality cluster from the rest. As the classifier is a supervised learning approach, 

training such an auto-encoder requires other clusters labeled as dummy anomalies [83].  

Auto-encoder-based anomaly detection methods have three main advantages over 

traditional statistical methods in time series anomaly detection: 

1. Nonlinear Relationships: Auto-encoders are neural network models that can capture 

complex and nonlinear relationships in time series data. This is in contrast to traditional 

statistical methods, which often assume linear relationships between variables. 

2. Feature Learning: Auto-encoders can learn features automatically from the data. This 

can be useful in cases where there are many variables or the variables are high-

dimensional. In contrast, traditional statistical methods require manual feature 

engineering, which can be time-consuming and error-prone. 

3. Data Efficiency: Auto-encoders can be trained using a relatively small amount of 

labeled data. This is because auto-encoders learn to represent the data in a lower-

dimensional space, which can reduce the complexity of the problem and make it easier 

to learn. 
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The neural network architectures of an auto-encoder can also be 1D-CNN. In fact, 1D-

CNN auto-encoders have been implemented and shown great success in time series classification 

and anomaly detection tasks [84][85][86]. The proposed model's performance will be evaluated 

by comparing the results from the 1D-CNN auto-encoder model. 

3.2 Model Uncertainty Under Noisy Data  

The softmax activation function is commonly used for classification tasks, producing a set 

of probabilities where the sum equals one. However, the softmax function is unable to identify 

outliers, and instead outputs one of the predefined classes. Bayesian Neural Networks (BNNs) [42] 

have been proposed to model prediction uncertainty. Unlike regular neural networks with 

deterministic weights, the weights of BNNs are random and follow certain distributions, resulting 

in different predictions for the same input. The prediction uncertainty is estimated by gathering 

predictions by running the model multiple times over the same data, and measuring the variance 

of predictions [87] [88]. Evidential deep learning takes a step further by learning the higher order 

distributions over the predictions. It considers learning as an evidence acquisition process and 

enables direct estimation of prediction uncertainties [89]. In this paper, a new approach is proposed 

for efficiently detecting and separating normal data from anomalous data. The distribution of the 

values output from softmax is utilized to quantify the uncertainty of the prediction. The proposed 

model is specifically designed for disturbed time series signals, such as wireless signals, which are 

inherently unstable due to noise, interference, and fading, resulting in distorted signals. Detection 

and prediction of such signals impose challenges in wireless communications. 
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Figure 27. Classification accuracy versus the maximum value of softmax output under various levels of noise. 

 

In order to evaluate the effectiveness of the softmax, a 1D-CNN was employed to cluster 

ten signals that exhibited individual patterns. Each signal comprised 100 samples that were 

contaminated with Gaussian noise. Figure 1 depicts the results, which show that the average 

classification rate decreases significantly when the signal-to-noise ratios (SNRs) of the signals are 

below 5 dB, and it drops to 10% when the SNRs are -30dB. In other words, at an SNR of -30 dB, 

the predictions are no better than random guesses, with a prediction rate of 10% across the ten 

classes. From this, one can conclude that the predictor functions well in cases where the SNRs are 

greater than -30dB. 
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3.3 Methodology of the Model  

To determine the prediction uncertainties, the position information is utilized instead of the 

output values of the softmax. This involves applying a sliding window of length "n" to a sequence 

of length "l". A time series data  S𝑇 is then transformed to (3.1) 𝑋 ⊆ ℝ𝑛×(𝑙−𝑛). 

 

𝑋(𝑛, 𝑙) ⊆ { 𝑆𝑇} = { 𝑥𝑖 , … ,  𝑥𝑖+𝑛 | 𝑖 ∈ {1, … , 𝑙 − 𝑛}}                                         (3.1) 

 

In the meantime, the data is labeled using one-hot encoding. Adjacent categories have their 

inputs shifted by one step. The target variable Y is represented as an 𝑛 × 𝑛 diagonal matrix (3.2): 

 

𝑌(𝑛, 𝑙) = {𝑑𝑗,𝑘}    ∀𝑗, 𝑘 ∈ {1,2, … , 𝑛}, 𝑗 ≠ 𝑘 ⟹  𝑑𝑗,𝑘 = 0                              (3.2) 

 

The input data is inputted into a 1D-CNN for training, and the same tests are performed 

after fitting the model. Figure 28 illustrates the positions of the predicted classes after applying 

varying levels of noise, where the test patterns are listed in the order shown at the bottom of the 

figure. The softmax prediction probability is depicted in different colors, ranging from blue to red, 

while the true class positions are indicated with green boxes, and the incorrect prediction classes 

are marked with red boxes. The results for three samples are shown under varying noise levels. 

The top chart displays the class positions with high signal-to-noise ratios (SNRs), resulting in 100% 

classification accuracy. As the noise level increases, the prediction positions begin to shift from 

the true classes, as demonstrated in the middle chart of the figure. The sliding window acts as a 

correlator to explore the similarity between adjacent windows. The shift becomes more 

pronounced with increasing noise, as illustrated in the bottom chart of the figure. Notably, this 
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position shifting occurs not only in cases with the largest value but also in those with the second 

and third largest values. 

 

 

Figure 28. Positions of the predicted class with the input data contenting different levels of noise. 

 

Each of the subset of samples is referenced as one window frame, denoted as F, and   𝐹 ⊆

ℝ𝑛×𝑛, the collection of the indexes of the maximum value in each window frame can be 

expressed as (3.3): 

 

𝐼𝑓 = {𝑎𝑟𝑔𝑚𝑎𝑥(𝜓(𝜑(𝑋𝑓)))}                                              (3.3) 
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Where f is the index of the current frame, 𝜑  denotes the 1D-CNN function and  𝜓the 

softmax function. As discussed before, to improve noise tolerance of the model, the argmax and 

the jth positions to it are both considered. Here, this window with size of j is referred as the error 

margin window. The index sets of the 𝑗𝑡ℎ to the maximum value can be obtained, denoted as 𝐼𝑗  . 

A new set of 𝑄, is therefore constructed by containing all j number of sets, 

Let f be the index of the cueeent feame  φ represent the 1D-CNN function  and ψ denote the 

softmax function. As previously discussed, to enhance the model's noise tolerance, both the 

argmax and the 𝑗𝑡ℎ positions are taken into account. In this case, the window with a size of j is 

referred to as the error margin window. The index sets of the 𝑗𝑡ℎ to the maximum value can be 

obtained, and are denoted as 𝐼𝑗. A new set Q is then constructed in (3.4), which contains all j 

number of sets. 

 

𝑄𝑓 = {𝐼𝑖
𝑓

| 𝑖 ∈ {1, … , 𝑗}}                                                       (3.4) 

 

Where𝑄 ⊆ ℝ𝑛×𝑗  . One can reshape Q to 𝑄 ⊆ ℝ1×𝑘 where 𝑘 =  𝑛 ∙ 𝑗. Each of the element 

in 𝑄 is multiplied with a weight 𝑤, and the standard deviation (STD) is performed in (3.5), and the 

set of the STD rolling across over all the window frames can be expressed as (3.6): 

 

𝜎𝑓 = √∑ (𝑤𝑖∙𝑄
𝑖
𝑓

−𝑄̅𝑓)2𝑘
𝑖

𝑘
                                                        (3.5) 

𝜎 = {𝜎𝑓| 𝑓 ∈ {1, … , 𝑙 − 𝑛}}                                                     (3.6) 
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Last but not least, having an anomay. theeshoyd δ ∈ R,  𝑥𝑖 is marked as abnormal if and 

only if 𝜎𝑖 > δ. An aeeeoeeiate eayue foe δ is determined based on the training data, we chose 0.2 ∙

(𝜎𝑚𝑎𝑥 + 𝜎min ) as the δ for all the experiments demonstrated in this paper. 

The training process can be treated as an unsupervised approach by setting 𝑤𝑖  to 1, 

indicating that outputs within the error margin window are equally weighted. This setup can 

effectively enhance the model's performance, particularly when the SNR is low. Rather than 

relying solely on the argmax, the error margin window provides a buffer for position shifting errors 

caused by noise. However, in cases where the SNR is high, equally weighted output may diminish 

the performance of the model, since it forces the model to process irrelevant outputs. For example, 

when the anomaly data can be detected with 100% accuracy using the argmax, adding adjacent 

output (such as the second to the argmax) to the process is equivalent to adding additional noise, 

resulting in difficulty in choosing the optimal threshold. 

To address this issue, the proposed model incorporates a new STD (standard deviation) 

layer, which utilizes the backpropagation of the neural network to adjust the weights for outputs 

within the error margin window based on the training dataset. This layer enables the model to 

optimize its performance by learning the channel characteristics, such as SNR, as well as other 

underlying patterns caused by the environment. However, the downside of this method is that it 

necessitates training datasets. Using the training set, the proposed model aims to minimize the 

error by utilizing the mean squared error optimization function (3.7), and the 𝑤𝑖 can be computed 

through the backpropagation in (3.8). 

 

𝐸 =  
(𝜎̂−𝜎)2

2
                                                             (3.7) 

 



66 

 

𝑑𝐸

𝑑𝑤𝑖
=  

𝑑

2𝑑𝑤𝑖
(𝜎̂ − 𝜎)2 =

𝑑𝜎

𝑑𝑤𝑖
∙ (𝜎 − 𝜎̂)  

𝑑𝜎

𝑑𝑤𝑖
=  

𝑑

𝑑𝑤𝑖
 √

∑ (𝑤𝑖 ∙ 𝑄𝑖 − 𝑄𝑖̅)2𝑘
𝑖

𝑘
  

   
𝑑𝐸

𝑑𝑤𝑖
=  

(𝜎 − 𝜎̂)

𝑘
 ∑ 𝑥𝑖(𝑤𝑖 ∙ 𝑥𝑖 − 𝑄𝑖̅) {√

∑ (𝑤𝑖 ∙ 𝑥𝑖 − 𝑄𝑖̅)2𝑘
𝑖

𝑘
−  𝜎̂}  {√

∑ (𝑤𝑖 ∙ 𝑥𝑖 − 𝑄𝑖̅)2𝑘
𝑖

𝑘
 } (3.8)

𝑘

𝑖

 

 

We name the model Argmax_STD, the model's structure is depicted in Fig. 29. Throughout 

the rest of this paper, data that belong to known patterns are referred to as normal data, whereas 

data that do not belong to known patterns are referred to as anomaly data. The training process can 

be split into two phases: pattern classification and pattern detection. In the pattern classification 

phase, a 1D-CNN is utilized with a filter size of 64 and a rectified linear unit (ReLU) as the 

activation function. It is further processed by a max-pooling layer, a flatten layer, and a softmax 

output layer. The targets are one-hot vector encoded. Similar to the Auto-encoder, the pattern is 

adopted for training in this phase. In the second phase, mixed normal and anomaly data are inputted 

into the model for classification. The index positions of the softmax output are utilized for further 

training the model in the second phase. The outputs within the error margin window for each input 

frame are fed into a dense layer. The sigmoid function is adapted to ensure the output ranges from 

0 to 1, the same as the input. A STD layer with one node is utilized to calculate the standard 

deviation of this frame of data, and its output is compared to a predetermined threshold. If it is 

smaller than the threshold, the current frame is classified as normal data; otherwise, it is classified 

as anomaly data. 
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3.4 Experiments  

The training is conducted in a supervised manner. Input data are labeled with 1 if they 

contain anomaly data and 0 otherwise. These labeled data are referred to as pattern position targets 

in Fig. 29.The model's performance was evaluated using both simulation data and experimental 

data, and the results were compared to those obtained from a 1D-CNN Auto-encoder. A 

convolution layer with the same hyperparameters was utilized as the encoder for comparison 

purposes. The models' thresholds were carefully adjusted based on the training data, using 

empirical methods. 

For the simulation data, a linear chirp waveform was selected as the base data to construct 

the normal datasets. With a sliding window, 100 patterns were extracted and labeled based on the 

base data, creating the pattern bank. Both square waves (shown in Fig. 5) and Gaussian noise 

(shown in Fig. 6) were selected as the anomaly data. Normal data were randomly chosen from the 

pattern bank and inserted randomly into the anomaly data. In this manner, the simulation dataset 

was generated. It is noteworthy that additional Gaussian noise was added to the simulation dataset 

to differentiate the training data and testing data, hence the normal data are not identical to the data 

in the pattern bank. Conversely, for the tests with real data, the normal data and the data in the 

pattern bank belong to different sequences from the start. 
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Figure 29.  Argmax_STD anomaly detection model structure. 
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Table VI. Model configuration and hyperparameters of Argmax-STD. 

 

 

 

Figure 30. An example of a normal data detection without noise in the input data. 

 

The figure presented in Fig. 30 depicts an illustration of the input dataset containing an 

anomaly data of square wave. The top panel displays the input dataset, while the middle panel 

sliding window size, n 20 

normal data size, l 100 

error margin window size 20 

STD frame size 20x20 

filter size 64 

kernel size 2 

pool size 2 
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showcases the positions of the softmax outputs within the error margin window, which are also 

the input for the last STD layer. In this panel, different output positions are individually colored. 

The bottom panel exhibits the output of the STD layer, where various weights are applied over the 

data within the error margin window, and the rolling standard deviation is calculated. The 

predetermined threshold is indicated as the orange straight line, where normal data is denoted if 

corresponding standard deviation output values are below it. As illustrated in the figure, the 

proposed model accurately detected all the normal data included in the dataset. Moreover, the 

proposed model remained effective even when certain levels of noise were present. 

3.4.1 Experiment Results with Simulation Data   

The Argmax_STD model and the 1D-CNN Auto-encoder model were tested by simulation 

datasets. Two sets of simulated time series data were generated, wherein the target signal in both 

datasets belongs to a chirp signal. The first test data includes an unwanted pulse signal, while the 

second test data comprises Gaussian noise. To increase the difficulty of detection, noise with a 

SNR of 30dB was added to both datasets. The detection results are shown in Fig. 31 and 32. For 

better visualization, the grey area is used to display the output of the standard deviation layer. The 

larger the range size, the higher the output value, and vice versa. The red waveforms represent the 

input data, while the purple, blue and pulse waves indicate the true indexes of the normal data, the 

detection indexes of the model and the detection indexes generated by the Auto-encoder. At this 

moment, the threshold values for both models are the same as those applied to the case without 

noise. In this example, the proposed model provides higher detection accuracy than Auto-encoder, 

it reaches 94% and 87% of accuracy for the two simulation datasets, outperforming the 86% and 

83% of accuracy from the Auto-encoder adopted. 
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To assess performance, Gaussian noise was incrementally added to the testing dataset. The 

detection probabilities of the two models under various SNRs are depicted in Fig. 33. The value 

of each point is the average of 1000 tests, while the error bars represent the corresponding 

variances. For every test, the target data were randomly selected and inserted. As shown in the 

figure, the variances of the results obtained from the Auto-encoder are more stable than those of 

the proposed approach, especially when the SNR is low. However, across the testing SNR range, 

the proposed approach outperformed the Auto-encoder in terms of average correct detection rate. 

The Auto-encoder exhibits the best performance when the SNR is above 30dB and completely 

fails when the SNR drops below 17dB. On the other hand, the proposed model remains functional 

even when the SNR falls below 20dB. Both models cannot achieve 100% accuracy because some 

datasets within the sliding window may contain normal data partially but are still labeled as normal 

data, such datasets would reduce the correct detection rate. Overall, the proposed model 

outperforms the Auto-encoder. Even in cases of high SNRs, the proposed model offers a higher 

correct detection rate by approximately 10%. The detection rates exhibit considerable variability 

over the testing datasets, but it is still meaningful to conduct a comparison study when the same 

test dataset is applied to the two models. The number of incorrect detections includes the number 

of missing detections (M), and wrong detections (W). The number of incorrect detections may 

exceed the number of true normal data (A), resulting in negative probabilities when the SNR is 

low, as shown in Fig. 33. Thus the Correct detection probability is defined as (3.9). 

 

                                      𝐶𝑜𝑟𝑟𝑒𝑐𝑡 𝑑𝑒𝑡𝑒𝑐𝑡𝑖𝑜𝑛 𝑝𝑟𝑜𝑏𝑎𝑏𝑖𝑙𝑖𝑡𝑦 = 1 −  
𝑀 + 𝑊

𝐴
                                       (3.9) 
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Figure 31. A snapshot of detection result where the anomaly pattern is Gaussian noise.  

Figure 32. A snapshot of detection 

result where the anomaly patterns are 

square waves.  
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Figure 33. The comparison of the detection accuracies between proposed model and 1D-CNN Auto-encoder under 

various levels of noise. 

 

3.4.2 Experiment Results with Wireless Sensor Data  

The wireless sensor data used for performance evaluation were collected using two LoRa 

devices. During the experiments, the receiver was situated in a static room at a fixed location, 

while the transmitter was placed on the tester's wrist to simulate the motions of a smartwatch. 

LoRaWAN protocol was employed to exchange beacon packets every 50ms for testing purposes. 

Upon receiving the packets, the receiver conducted Received Signal Strength Indicator (RSSI). 

Time-domain features were then extracted from the raw data to compress the time series. Three 
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basic human activities were performed in this test setup: slow pace walking, medium pace walking, 

and fast pace walking. In addition, another dataset collected and published by the University of 

California Irvine was utilized for the experiments. In this dataset, the RSS data were collected 

using IRIS nodes embedded with a radio subsystem that implements the IEEE 802.15.4 standard. 

Unlike our tests, the transmitter note was placed on the tester's right ankle. The packet rate was 

also set at 20Hz, and the dataset contains activities such as bending, cycling, lying down, sitting, 

standing, and walking. Cycling activity and walking activity were chosen as normal and anomaly 

data, respectively, since their data patterns exhibit the highest similarity. 

Each figure from Fig. 34 to Fig. 37 presents the results of one of the four experiments, each 

of which employs a different combination of activities. Each experiment was conducted 200 times, 

and their overall performances are illustrated in the cumulative distribution function (CDF) of their 

accuracies in Fig. 38. The average accuracies and accuracy variances of the experiments are listed 

in Table VII. It is observed that the proposed model achieves a higher average accuracy than the 

1D-CNN Auto-encoder, with a minimum margin of 10%. Additionally, the proposed model 

exhibits more consistent performance than the Auto-encoder, as it attains an average accuracy of 

95% in all four experiments while maintaining an accuracy variance of under 1%. Conversely, the 

performances of the Auto-encoder are less consistent, exhibiting a significant degree of variability 

depending on the dataset. 
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Figure 34. An illustration of a testing result 

where the normal data is the RSS data of the 

cycling activity and the anomaly pattern the 

walking activity.        

Figure 35. An illustration of a testing result 

where the normal data is the RSS data of the 

slow pace walking activity and the anomaly 

pattern the fast pace walking activity. 
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Figure 36. An illustration of a testing result where the normal data is the RSS data of the medium pace walking activity and the anomaly pattern the fast pace walking activity. 

Figure 37. An illustration of a testing result 

where the normal data is the RSS data of the 

slow pace walking activity and the 

anomaly pattern the medium pace walking 

activity. 
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Table VII. The average and variance of the detection rate. 

 

 

The proposed model outperforms the Auto-encoder in all experiments, with an average 

improvement of 13% ranging from 83% to 96%. Such a model can be utilized as a novel predictor. 

For instance, in the case of cycling interval walking, the task is to initially detect cycling activity 

from walking activity and predict future data. If the cycling activity is not detected, the model 

performs 1-step prediction using the attention-based LSTM encoder-decoder. If the activity is 

detected, a 10-step prediction is conducted using the 1D-CNN. The 1D-CNN performs 

classification on the current input data and outputs the 10th step prediction. The prediction results 

are represented as black waveforms in the result figures, while the red waveforms denote the true 

data. As illustrated, the LSTM predictor failed in the 1-step prediction, whereas the 1D-CNN 

successfully detects normal data and predicts the 10th step of data with a high degree of accuracy. 

Furthermore, we combine the LSTM with the Auto-encoder and measure the root-mean-square 

errors (RMSEs) of predictions. As expected, higher accuracy detection leads to a lower RMSE. 

 

 

 

Activities 

 

Argmax-STD Auto-encoder 

Avg. Var. Avg. Var. 

Cycling interval Walking 95.5 0.8 84.5 7.4 

Slow pace interval Fast pace 96.2 0.8 85.4 5.9 

Slow pace interval Medium pace 95.8 0.7 71.5 9.3 

Medium pace interval Fast pace 96.5 1.0 90.2 1.1 
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Figure 38. The comparison of the Empirical CDF of the detection accuracies of the proposed model and the Auto-

encoder.
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Chapter 4 Conclusions 

 

This dissertation involves the design and development of two machine learning-based 

models for wireless time series applications. One model is designed for long-term predictions, 

while the other is developed for pattern/anomaly detection. Both models have demonstrated 

superior performance compared to some state-of-the-art models when applied to the same tasks. 

For the prediction model, we reconfigure the LSTM cell by integrating a set of IIR gates, the model 

is able to reduce or eliminate noise and outliers from training dataset, smoothing input data passed 

to the LSTM gates. A self-adaptive IIR filter is built for each IIR-LSTM cell. Their coefficient 

weights are constantly updated throughout the training process and eventually reach optimization 

by implementing gradient descent. A set of GPS distance error data have been collected and are 

used for evaluating the performance of this model. A comparison is performed between the results 

of the proposed model and those from conventional neural networks, such as LSTM, GRU, RNN 

and MLP as well as statistical models, including ARIMA and ETS. The results show that the new 

model successfully smoothed input data and provided the most accurate results in long-term 

forecasting. Compared to the conventional models, in average, the proposed model enhance 

accuracy of the10th step prediction by 34%. In addition, the conventional models often suffer from 

the noise caused overfitting, result in the lagging between their predictions and true data. On the 

other hand, the proposed mode shows its capability to overcome or minimize such lagging, owing 

to the IIR units. The effectiveness of the IIR units is further validated by a set of ablation 

experiments, the results indicates that the IIR units make a positive impact especially on the long-
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term predictions. The model is aimed to solve noise caused overfitting problems in wireless 

channeys’ time seeies foeecasting.  

This model was evoked by the inefficiency and underperformance of the cascade of an IIR 

and LSTM for long-term prediction applied to our GPS dataset. Our approach is to add an IIR 

filter as a preprocessing module to each of LSTM cell. Unlike the convention cascade of IIR filter 

and LSTM, where the coefficients of IIR is predefined based on the statistics of GPS data and 

cannot be changed during the training phase. The filters in our model are an integral part of the 

neural network architecture, and their coefficients are dynamically adjusted through the 

backpropagation process, without prior knowledge of the statistical properties of the input data. 

Through our experimentation, we have demonstrated the significant impact that proper 

optimization of the IIR filter can have on the LSTM long-term predictions, and automated 

optimization is possible with the proposed model. The results based on our GPS data demonstrated 

that the average performance of our approach outperforms the simple cascaded IIR filters and 

LSTM solution with the optimized IIR configurations. Furthermore, a retrieve/store mechanism of 

cell and hidden state were designed for the testing to enhance the long-term prediction accuracy. 

Our objective redefined LSTM cell with the same input and output interfaces and is compatible 

with other conventional architectures of neural network. Consequently, this integration can void 

overfitting caused by noise and outliers of GPS data when adopting conventional LTSM. In 

addition, the IIR-LSTM cell keeps the same input and output interfaces as a conventional LSTM 

cell, and can be easily integrated to existing NN.   

A new 1D-CNN based pattern/anomaly detection model called Argmax_STD CNN is also 

developed, which targets on the data detections on the wireless time series data. It utilizes the 

positional information of the sfotmax output to estimate the confidence of the neural networks. 
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This novel approached successfully quantified the uncertainty of the CNNs while requiring very 

low computational resources. We further adopted an error margin window to create a data buffer 

and thus increase the noise tolerance capability of the model. A standard deviation layer is also 

created to provide customized weights on the softmax output, optimizing the model performance 

under different environments. Both simulation and experimental datasets validates that the model 

outperforms the state-of-art 1D-CNN auto-encoder. Moreover, The Argmax_STD CNN 

demonstrates its strength in dealing with low SNR data. Simulation results show that when the 

noise level in the datasets is increased, the 1D-CNN auto-encoder begins to fail completely in 

detection. However, the Argmax_STD CNN can maintain a correct detection rate of approximately 

40%. This suggests that the Argmax_STD CNN is more robust to noise and can perform better 

than the 1D-CNN auto-encoder in low SNR environments. This is an important advantage in 

wireless communications, where signals are often distorted by noise, interference, and other factors. 

The ability to accurately detect and classify signals in such environments can greatly improve the 

reliability and performance of wireless networks. 
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